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Introduction

The ability to use JavaScript on the server allows developers who are familiar with JavaScript to
add server-side development to their curriculum vitae. Node.js is much more than that, though.
It rethinks network programming in the context of the modern web where an application may
rely on reading and writing data from many different places and may have millions of concur-
rent users.

JavaScript is often seen as a toy language by developers who have traditional computer science
degrees. But, JavaScript has survived numerous challenges and is now integral to the direction

of the web both in the browser and with Node.js on the server-side too. There has never been a

better time to write JavaScript, especially on the server!

Node.js represents a development platform that can respond to creating applications for the
modern web. This includes

» Real-time applications
» Multiplayer games
» Single-page applications

» JSON-based APIs

It is focused on speed and scalability and can handle thousands of concurrent users without
needing expensive hardware. The Node.js project recently became the most watched project on
GitHub and is now being used by companies like eBay, LinkedIn, and Microsoft.

Node.js is much more than JavaScript on the server. It is a fully featured network programming
platform for responding to the demands of modern web programming.

Who Should Read This Book?

This book makes few assumptions about programming experience, but it is helpful to have
some basic experience with JavaScript. Because Node.js is primarily run from the terminal, it is
helpful to understand what a terminal is and how to run basic commands. Finally, because
Node.js is primarily a network programming tool, it helps to understand a little of how the
Internet works, although this is not essential.
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Why Should | Learn Node.js?

If you are interested in creating applications that have many users, deal with networked data, or
have real-time requirements, then Node.js is a great tool for the job. Furthermore, if you are cre-
ating applications for the browser, Node.js allows your server to be JavaScript, making it much
simpler to share data between your server and client. Node.js is a modern toolkit for the modern
web!

How This Book Is Organized

This books starts with the basics of Node.js, including running your first Node.js program and
using npm (Node’s package manager). You are then introduced to network programming and
how Node.js uses JavaScript callbacks to support an asynchronous style of programming.

In Part II, you learn how to create basic websites with Node.js first by using the HTTP module
and then using Express, a web framework for Node.js. You also learn how to persist data with
MongoDB.

Part III introduces tools for debugging and testing Node.js application. You are introduced to a
number of debugging tools and testing frameworks to support your development. You learn how
to deploy your Node.js applications to a number of third-party services, including Heroku and
Nodester.

Part IV showcases the real-time capabilities of Node.js and introduces Socket.IO. You learn how
to send messages between the browser and server and build full examples of a chat server and a
real-time Twitter client. Finally, you learn how to create JSON APIs with Node.js.

Part V focuses on the Node.js API and explores the building blocks for creating Node.js applica-
tions. You learn about processes, child processes, events, buffers, and streams.

Part VI introduces areas that you may want to explore once you get beyond the basics. You learn
about CoffeeScript, a JavaScript pre-compiler, how to use Middleware with Node.js, and how to
use Backbone.js to create single-page applications with Node.js. Hour 22 also introduces how to
write and publish your own Node.js modules with npm.

Code Examples

Each hour in this book comes with several code examples. These examples help you learn
about Node.js as much as the text in this book. You can download this code at http://bit.ly/
nodejsbook-examples, and they are also available as a GitHub repository at https://github.com/
shapeshed/nodejsbook.io.examples.


http://bit.ly/nodejsbook-examples
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https://github.com/shapeshed/nodejsbook.io.examples

Conventions Used in This Book

Conventions Used in This Book

Each hour starts with “What You'll Learn in This Hour,” which includes a brief list of bulleted
points highlighting the hour’s contents. A summary concluding each hour provides a bit of
insight reflecting on what you as the reader should have learned along the way.

In each hour, any text that you type appears as bold monospace, whereas text that appears on
your screen is presented in monospace type.

It will look like this to mimic the way text looks on your screen.

Finally, the following icons introduce other pertinent information used in the book:

BY THE WAY

By the Way presents interesting pieces of information related to the surrounding discussion.

DID YOU KNOW?

Did You Know? offers advice or teaches an easier way to do something.

WATCH OUT

Watch Out! advises you about potential problems and helps you steer clear of disaster.
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HOUR 14

A Streaming Twitter Client

What You’ll Learn in This Hour:

v

Receive data from Twitter’s streaming API
Parse data received from Twitter’s streaming API
Push third-party data out to clients in real-time

Create a real-time graph

v v .v'v

Discover whether there is more love or hate in the world by using real-time data from
Twitter

Streaming APls

In Hour 13, “A Socket.IO Chat Server,” you learned how to create a chat server with Socket.IO
and Express. This involved sending data from clients (or browsers) to the Socket.IO server and
then broadcasting it out to other clients. In this hour, you learn how Node.js and Socket.IO can
be used to consume data directly from the web and then broadcast the data to connected clients.
You will work with Twitter’s streaming Application Programming Interface (API) and push data
out to the browser in real-time.

With Twitter’s standard API, the process for getting data is as follows:
1. You open a connection to the API server.
2. You send a request for some data.
3. You receive the data that you requested from the API.
4

. The connection is closed.
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With Twitter’s streaming API, the process is different:
1. You open a connection to the API server.
2. You send a request for some data.
3. Data is pushed to you from the API.
4. The connection remains open.
5

. More data is pushed to you when it becomes available.

Streaming APIs allow data to be pushed from the service provider whenever new data is avail-
able. In the case of Twitter, this data can be extremely frequent and high volume. Node.js is a
great fit for this type of scenario, where large numbers of events are happening frequently as
data is received. This hour represents another excellent use case for Node.js and highlights some
of the features that make Node.js different from other languages and frameworks.

Signing Up for Twitter

Twitter provides a huge amount of data to developers via a free, publically available API. Many
Twitter desktop and mobile clients are built on top of this API, but this is also open to developers
to use however they want.

If you do not already have a Twitter account, you need one for this hour. You can sign up for
an account for free at https://twitter.com/. It takes less than a minute! Once you have a Twitter
account, you need to sign into the Twitter Developers website with your details at http://
dev.twitter.com/. This site provides documentation and forums for anything to do with the
Twitter API. The documentation is thorough, so if you want, you can get a good understanding
of what types of data you can request from the API here.

Within the Twitter Developers website, you can also register applications that you create with the
Twitter API. You create a Twitter application in this hour, so to register your application, do the
following:

1. Click the link Create an App.

2. Pick a name for your application and fill out the form (see Figure 14.1). Application names
on Twitter must be unique, so if you find that the name has already been taken, choose
another one.


http://dev.twitter.com/
http://dev.twitter.com/
https://twitter.com/
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© O O/ s create an application | Twitt % \\_\
€  C |2 heips://dev.twitter.com/apps/new S

kwitter developers |Search @ APIHealth Blog Discussions Documentation -« nodejsbooic

Home — My applications
Create an application

Application Details

Name: *
lovehateometer

Your application name. This is used to attribute the source of a tweet and in user-facing authorization screens. 32 characters max.

Description: *
A lovehateometer to show if there is more love or hate in the world

Your application description, which wil be shown in user-facing authorization screens. Between 10.and 200 characters max.

WebSite: *

Your application's publicly accessible home page, whare users can o to downioad, make use of, or find out mare information about your application. This fully-qualfied URL is used in
the source aftriution for twasts Greated by your application and wil be Shown in user-facing authorization Scraens.
(I you don't have a URL yet, just put a placeholder here but remember to change t later.)

Callback URL:

FIGURE 14.1
Creating a Twitter application

Once you create your application, you need to generate an access token and an access-
token secret to gain access to the API from your application.

3. At the bottom of the Details tab is a Create My Access Token button (see Figure 14.2). Click
this button to create an access token and an access token secret.
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— P,
© 0 0O /' 3 jovehateometer | Twitter De. % |||

€ - C | @ https://dev.twitter.com/apps/1570495 /show

k
OAuth settings

ter developers |Search Q' APIHealth Blog

Your application’s OAuth settings. Keep the “Consumer secret” a secret. This key should never be human-readable in your application.

Access level Read-only
About the application permission model

Gonsumer key NwiidmbK1JbJxSRCuQOW)

Consumer secret 5SEZCLP3pQt2KKKGPEj2X1Vpruc3TrjeihEKNEotHwe
Reguest token URL https://api.twitter.com/oauth/request_token
Authorize URL https://api.twitter.com/oauth/authorize
Access token URL https://api.twitter.com/oauth/access_token
Gallback URL None

Your access token

It looks like you haven't authorized this application for your own Twitter account yet. For your convenience, we give you the opportunity to create your OAuth access
token here, S you can start signing your requests right away. The access token generated will reflect your application's current permission level.

3 Follow @twitterapi Terms APIStatus Blog Dis

entation A Drupal ce

FIGURE 14.2
Requesting an access token

4. When the page refreshes, you see that values have been added for access token and access
token secret (see Figure 14.3). Now, you are ready to start using the API!
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—_— o

© O 0O /' wlovehateometer | Twitter D

€« C' | @ https://dev.twitter.com/apps/1570495 /show EAdE S

kwitter developers [Saareh @] APiHoath  Blog Discussions  Documentation | nodejsbook

OAuth settings

Your application's OAuth settings. Keep the *Consumer secret” a secret. This key should never be human-readable in your application.

Access level Read-only

About the application permission model
Consumer key NwiidmbK1JbJIxSRCuQOWD
Gonsumer secret 5SEZCLP3pQt2KKKgPEj2X1Vpruc3TrjeihEKNtotWwe
Request token URL https://api.twitter.com/ocauth/request_token
Authorize URL https://api.twitter.com/oauth/authorize
Access token URL https://api.twitter.com/oauth/access_token
Gallback URL None

Your access token

Use the access token string as your ‘cauth_token" and the access token secret as your *oauth_token_secret” to sign requests with your own Twitter
account. Do not share your oauth_token_secrat with anyone.

Access token 359840007-XFKQB6WcVmIoXTImrG7t)5wIPq8z53wBBRwWBGKSk
Access token secret KG6rSapoKCx8IFHISLO2gZmNmIvnmgecwXtapeWsH1A
Access level Read-only

FIGURE 14.3
A successful creation of an access token

BY THE WAY

OAuth Is a Way of Allowing Access to Online Accounts

OAuth is an open standard for authentication, typically used within the context of web applications.
It allows users to grant access to all or parts of an account without handing over a username or
password. When a user grants an application access to their account, a unique token is generated.
This can be used by a third-party services to access all or parts of a user’s account. At any time, the
user can revoke access and the token will no longer be valid so an application would no longer have
access to the account.

Using Twitter’s APl with Node.js

Once you create your application within the Twitter Developers website and request an OAuth
access token, you are ready to start using the Twitter API. An excellent Node.js module is avail-
able for interacting with the Twitter API called ntwitter. This module was initially developed by
technoweenie (Rick Olson), then jdub (Jeff Waugh), and is now maintained AvianFlu (Charlie
McConnell). All the authors have done an amazing job of abstracting the complexity of interact-
ing with Twitter’s API to make it simple to get data and do things with it. You continue to use
Express in this hour, so the package.json file for the application will include the Express and
ntwitter modules.
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"name":"socket.lo-twitter-example",
"version":"0.0.1",
"private":true,
"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10"

The ntwitter module uses OAuth to authenticate you, so you must provide four pieces of infor-
mation:

» Consumer key
» Consumer secret
» Access token key

» Access token secret

If you requested these when you were setting up the application in the Twitter Developers web-
site, these will be available on the Details page for your application. If you did not request them
when you set up the application, you need to do so now under the Details tab. Once you have
the keys and secrets, you can create a small Express server to connect to Twitter’s streaming API:

var app = require('express').createServer(),
twitter = require('ntwitter');

app.listen(3000) ;

var twit = new twitter ({
consumer_key: 'YOUR_CONSUMER_KEY',
consumer_secret: 'YOUR CONSUMER_SECRET',
access_token_key: 'YOUR_ACCESS_TOKEN_KEY',
access_token_secret: 'YOUR_ACCESS_TOKEN_KEY'

D

Of course, you need to remember to replace the values in the example with your actual values.
This is all you need to start interacting with Twitter’s API! In this example, you answer the ques-
tion, “Is there more love or hate in the world?” by using real-time data from Twitter. You request
tweets from Twitter’s streaming API that mention the words “love” or “hate” and perform a
small amount of analysis on the data to answer the question. The ntwitter module makes it easy

to request this data:
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twit.stream('statuses/filter', { track: ['love', 'hate'] }, function(stream) ({
stream.on('data', function (data) {

console.log(data) ;
3N
13N

This requests data from the 'statuses/filter' endpoint that allows developers to track tweets
by keyword, location, or specific users. In this case, we are interested in the keywords 'love'
and 'hate'. The Express server opens a connection to the API server and listens for new data
being received. Whenever a new data item is received, it writes the data to the console. In other
words, you can see the stream live for the keywords “love” and “hate” in the terminal.

TRY IT YOURSELF V¥

If you have downloaded the code examples for this book, this code is hourl4/exampleO1.
To stream data from Twitter, follow these steps:
1. Create a new folder called express_twitter.

2. Within the express_twitter folder, create a new file called package.json and add the follow-
ing content to declare ntwitter and Express as dependencies:

{

"name":"socket.lo-twitter-example",
"version":"0.0.1",
"private":true,
"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10"

3. Within the express_twitter folder, create a new file called app.js with the following content.
Remember to replace the keys and secrets with your own:

var app = require('express').createServer(),
twitter = require('ntwitter');

app.listen(3000) ;

var twit = new twitter ({
consumer_ key: 'YOUR_CONSUMER _KEY',
consumer_secret: 'YOUR CONSUMER SECRET',
access_token key: 'YOUR_ACCESS_TOKEN_KEY',
access_token_ secret: 'YOUR_ACCESS_TOKEN_KEY'
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1)
twit.stream('statuses/filter', { track: ['love', 'hate']l }, function(stream) ({
stream.on('data', function (data) {
console.log(data) ;
i
1)
4. Install the dependencies by running the following from a terminal:
npm install
5. Start the server by running the following from a terminal:
node app.js
6. Watch the terminal; you should see data being received from Twitter's streaming API (see
Figure 14.4). There is a lot of data, so expect it to move fast!
7. Kill the server pressing Ctrl+C in the terminal.

800

Terminal — node — 80x24 '

notifications: null,
profile_background_tile:
follow_request_sent: null,
profile_sidebar_fill_color:
created_at:
protected:
default_profile_image: false,
contributors_enabled: false,
profile_sidebar_border_color:
followers_count: 21,
profile_image_url:
l.jpg',
name: ‘Noura’,
id_str: '225434395°',
favourites_count: @,
id: 225434305,
lang: 'en',
profile_use_background_image:
utc_offset: -18880,
url: null 3,
in_reply_to_screen_name:
id: 164@108555434352680,
entities: { user_mentions:

false,

null,

false,

'252428°',
'Sat Dec 11 15:04:33 +@eee 2010',

'http://a@.twimg.com/profile_images/178973B168/ norma

1, urls:

'1B1A1E',

true,

11, hashtags: [ [Object] 1 } }

FIGURE 14.4
Streaming data to the terminal

Extracting Meaning from the Data

So far, you created a way to retrieve data in real-time from Twitter, and you saw a terminal
window move very fast with a lot of data. This is good, but in terms of being able to understand
the data, you are not able to answer the question set. To work toward this, you need to parse the
tweets received and extract information. Twitter provides data in JSON, a subset of JavaScript,
and this is great news for using it with Node.js. For each response, you can simply use dot
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notation to retrieve the data that you are interested in. So, if you wanted to view the screen
name of the user along with the tweet, this can be easily achieved:
twit.stream('statuses/filter', { track: ['love', 'hate']l }, function(stream) ({

stream.on('data', function (data) {
console.log(data.user.screen_name + ': ' + data.text);

i
)

Full documentation on the structure of the data received from Twitter is available on the docu-
mentation for the status element. This can be viewed online at https://dev.twitter.com/docs/
api/1/get/statuses/show/%3Aid. Under the section, “Example Request,” you can see the data
structure for a status response. Using dot notation on the data object returned from Twitter, you
are able to access any of these data points. For example, if you want the URL for the user, you
can use data.user.url. Here is the full data available for the user who posted the tweet:

"user": {

"profile sidebar border color": "eeeeee",

"profile background tile": true,

"profile_sidebar fill color": "efefef",

"name": "Eoin McMillan ",

"profile image url": "http://al.twimg.com/profile images/1380912173/Screen
= shot 2011-06-03_at 7.35.36_PM normal.png",

"created at": "Mon May 16 20:07:59 +0000 2011",

"location": "Twitter",

"profile link color": "009999",

"follow_request_sent": null,

"is_translator": false,

"id str": "299862462",

"favourites_ count": 0,

"default_profile": false,

"url": "http://www.eoin.me",

"contributors_enabled": false,

"id": 299862462,

"utc_offset": null,

"profile image url https": "https://si0.twimg.com/profile images/1380912173/
= Screen_shot_2011-06-03_at_7.35.36_PM normal.png",

"profile use background image": true,

"listed count": 0,

"followers_count": 9,

"lang": "en",

"profile text color": "333333",

"protected": false,

"profile background image url https": "https://si0O.twimg.com/images/themes/
= themeld/bg.gif",

"description": "Eoin's photography account. See @mceoin for tweets.",

"geo_enabled": false,

"verified": false,


https://dev.twitter.com/docs/api/1/get/statuses/show/%3Aid
https://dev.twitter.com/docs/api/1/get/statuses/show/%3Aid
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"profile background color": "131516",
"time zone": null,

"notifications": null,
"statuses_count": 255,
"friends_count": 0,
"default_profile image": false,

"profile background image url": "http://al.twimg.com/images/themes/themel4/
= bg.gif",
"screen_name": "imeoin",

"following": null,
"show_all inline media": false

There is much more information available with each response, including geographic coordi-

nates, whether the tweet was retweeted, and more.

V¥ TRY IT YOURSELF

If you have downloaded the code examples for this book, this code is hourl4/example02.

To parse data from Twitter, follow these steps:

1.
2.

Create a new folder called parsing_twitter_data.

Within the parsing_twitter_data folder, create a new file called package.json and add the
following content to declare ntwitter and Express as dependencies:

{

"name":"socket.lo-twitter-example",
"version":"0.0.1",
"private":true,
"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10"

Within the express_twitter folder, create a new file called app.js with the following content.
Remember to replace the keys and secrets with your own:

var app = require('express').createServer(),
twitter = require ('ntwitter');

app.listen(3000) ;

var twit = new twitter ({
consumer key: 'YOUR_CONSUMER _KEY',
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consumer_ secret: 'YOUR CONSUMER_ SECRET',
access_token key: 'YOUR ACCESS_TOKEN KEY',
access_token_secret: 'YOUR_ACCESS_TOKEN_KEY'

1)

247

twit.stream('statuses/filter', { track: ['love', 'hate']l }, function(stream) ({

stream.on('data', function (data) {

console.log(data.user.screen name + ': ' + data.text);

)i
)

4. Install the dependencies by running the following from a terminal:

npm install

5. Start the server by running the following from a terminal:

node app.js

6. Watch the terminal; you should see that now only the screen name of the user and the

tweet are displayed (see Figure 14.5).

7. Kill the server by pressing Ctrl+C in the terminal.

FIGURE 14.5

800 Terminal — node — 80x24 el

accioabbie: RT @justsaypenny: I love @acciocabbie and @underapapermo@n they are m | B
y Llife MuxxxxxxXxXxxXXxxXXxXxXXXARAAKCC

JacobIrsan: RT"@monicaaakim: pacaran : love you beb, miss you &1t;3 .. putus :
uck you! damn you..."

NSUCoachlones: No ESPN love, 16-6, B8-8 Conference, preseason player of year and
they show the 5th and 6th place teams..

jockinmyfresh24: Call me a jerk one more time ctfu lmao RT @TassieBaddAss: @jock
inmyfresh24 you freakin love me you 1il jerk!!!

Huangaholic: @TheManuMania This, a thousand times this. See, this is why I love
you guys. Eforewords5 @jeannette_sites

imaginebojan: Jefferson Airplane Somebody To Love  http://t.co/1blORH76 W & A
ALdmlwww ZHE?

raulorlandol: "Never love someone easily" real man

iWant_GUMMiES: i hate when #Twitter try to tell me i already tweeted something a
nd i didn't

ChoczBB: Lowkey Wizkid RT @DONJAYYYY: Kalamoko Skally RT @ChoczBB: Oti yan yan
S1im joe RT @DONJAYYYY: Dadubule Skally RT @ChoczBB: No Love Eminem
_YummyKellogs: I hate Mondays, and I'm tired |:

kcruzz2: But jealousy is just love n hate at the same time

hishh: Among the all actress i know @divyaspandana is a sweet heart. Real gem ,
brave , dedicated and the best.. Respect.. Loads of love

LUcKyAcE_183: RT @Mr_Gjasmin5: I love google

JakePena7: RT @BWORD: You're tacky and I hate you

Parsing data received from Twitter

Pushing Data to the Browser

Now that data from Twitter is in a more digestible format, you can push this data out to
connected browsers using Socket.IO and use some client-side JavaScript to display the tweets.

This is similar to the patterns you saw in Hours 12 and 13, where data is received by a Socket.
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IO server and then broadcast to connected clients. To use Socket.IO, it must first be added as a
dependency in the package.json file:
{
"name":"socket.io-twitter-example",
"version":"0.0.1",
"private":true,
"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10",
"socket.io":"0.8.7"

Then, Socket.IO must be required in the main server file and instructed to listen to the Express
server. This is exactly the same as the examples you worked through in Hours 12 and 13:
var app = require('express').createServer(),

twitter = require('ntwitter'),

io = require('socket.IO') .listen (app) ;

The streaming API request can now be augmented to push the data out to any connected
Socket.IO clients whenever a new data event is received:
twit.stream('statuses/filter', { track: ['love', 'hate']l }, function(stream) ({
stream.on('data', function (data) {
io.sockets.volatile.emit ('tweet', {

user: data.user.screen_name,
text: data.text

13N
i
D

Instead of logging the data to the console, you are now doing something useful with the data
by pushing it out to connected clients. A simple JSON structure is created to hold the name of
the user and the tweet. If you want to send more information to the browser, you could simply
extend the JSON object to hold other attributes.

You may have noticed that, instead of using io.sockets.emit as you did in Hours 12 and 13,
you are now using io.sockets.volatile.emit. This is an additional method provided by
Socket.IO for scenarios where certain messages can be dropped. This may be down to network
issues or a user being in the middle of a request-response cycle. This is particularly the case
where high volumes of messages are being sent to clients. By using the volatile method, you
can ensure that your application will not suffer if a certain client does not receive a message. In
other words, it does not matter whether a client does not receive a message.

The Express server is also instructed to serve a single HTML page so that the data can be viewed
in a browser.
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app.get ('/', function (req, res) ({
res.sendfile( dirname + '/index.html');

13K

On the client side (or browser), some simple client-side JavaScript is added to the index.html file
to listen for new tweets being sent to the browser and display them to the user. The full HTML
file is available in the following example:

<ul class="tweets"></ul>

<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.min.js"></
= scripts>

<script src="/socket.io/socket.io.js"></script>
<script>
var socket = io.connect () ;
jQuery (function ($) {
var tweetList = $('ul.tweets');
socket.on('tweet', function (data)
tweetList
.prepend('<1li>' + data.user + ': ' + data.text + '</li>');
b
3N

</scripts>

An empty unordered list is added to the DOM (Document Object Model), and this is filled with
a new list item containing the screen name of the user and the tweet each time a new tweet is
received. This uses jQuery’s prepend () method to insert data received into a list item within the
unordered list. This has the effect of creating a stream on the page.

Now, whenever Socket.IO pushes a new tweet event out, the browser receives it and writes it
to the page immediately. Instead of viewing the stream of tweets in a terminal, it can now be
viewed in the browser.

TRY IT YOURSELF V¥

If you have downloaded the code examples for this book, this code is hourl4/example03.
Here’s how to stream Twitter data to a browser:
1. Create a new folder called socket.io-twitter-example.

2. Within the socket.io-twitter-example folder, create a new file called package.json and add
the following content to declare ntwitter, Express, and Socket.lO as dependencies:

{

"name":"socket.lo-twitter-example",
"version":"0.0.1",

"private":true,

"dependencies" : {
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"express":"2.5.4",
"ntwitter":"0.2.10",
"socket.io":"0.8.7"

Within the socket.io-twitter-example folder, create a new file called app.js with the following
content. Remember to replace the keys and secrets with your own:

var app = require ('express') .createServer(),
twitter = require('ntwitter'),

io = require('socket.io') .listen (app) ;
app.listen(3000) ;

var twit = new twitter ({
consumer_key: 'YOUR_CONSUMER _KEY',
consumer_ secret: 'YOUR CONSUMER_ SECRET',
access_token key: 'YOUR _ACCESS_TOKEN KEY',
access_token_secret: 'YOUR_ACCESS_TOKEN_KEY'

1)

twit.stream('statuses/filter', { track: ['love', 'hate']l }, function(stream) ({
stream.on('data', function (data) {
io.sockets.volatile.emit ('tweet', {
user: data.user.screen name,
text: data.text
g
)i
)i

app.get ('/', function (reqg, res) ({
res.sendfile(_ dirname + '/index.html');

)i

Within the Socket.lO-twitter-example, create a file called index.html and add the following
content:

<!doctype html>
<html lang="en">
<head>
<meta charset="utf-8">
<title>Socket.IO Twitter Example</titles>
</head>
<body>
<hl>Socket.IO Twitter Example</hl>
<ul class="tweets"></ul>

<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.
= min.js"></script>
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<script src="/socket.io/socket.io.js"></script>
<scripts>
var socket = io.connect() ;
jQuery (function ($) {
var tweetList = $('ul.tweets');
socket.on('tweet', function (data) {
tweetList
.prepend ('<li>' + data.user + ': ' + data.text + '</1li>');
P
)
</script>
</body>
</html>

5. Install the dependencies by running the following from a terminal:

npm install

6. Start the server by running the following from a terminal:
node app.js
7. Open a browser window at http://127.0.0.1:3000.
8. You should see a stream of tweets in your browser (see Figure 14.6).

9. Kill the server by pressing Ctrl+C in the terminal.

800
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PowPowPowx3: RT @EpicTweets_: My best friend and I have so much love for each other that people think we're lesbians.
83KaramelKisses: I love @iamviviangreen 's Beautiful song... 1)

ScapellatoGabi: we found love no @acesso_mty :)

ShaMoniquee: I may complain, I may mope around, I may hate the position I'm in at times to the point I seem ungrateful but I'm only human!
KILLisaac: RT @Mayor_WestS: Idgaf i hate school more than anyone.

jelell: RT @Brooklynn1083: @jclell I Love you!

GrindExtrodnare: lol.. thanks for the love again...and I'm hustlin and...growin up again.. flowin

Lee_LmGL: I hate it when I have to stop doing my homework and do home hardwares..

tashaaFierce_: Ilove her |

LL_DeeKay21: I just called to say I love you #Wrong

kayyraw: RT @aLohaLanix3: i love @kayyraw

GIiLETSZKIE: Gudnyt! Loveyou! “@ohwangee: Out nako @ GiLETSZKIE @jillaneteodosio. THANK YOU.ILOVE YOU BOTH SO MUCH!! :*#
<3 see you tomorrow "

kymariel3: @JillieCee thanks love! Hope all is well!

JackBurton4365: I hate tax time this is whn the broke people act like they have money

ZanzanMar: #give your love

JenniferScott_7: Most pointless lab ever. Love how @1laurakilgour's kept malfunctioning though ;). #onlyyou

TJayyAshley: 1 love the look on peoples face when they first see my Vibrams... the comments will never get old. My patients call me "lizard feet".
taylerpittman12: I hate high school. #noseypeople #getoutthewayyy

NOt_NiceBusybNB: Waking up to the person u love next to u...is like its ur bday every day. :wink: Haha... ;P

BeliebInBieb57: Hate school eughh.

priincessmoe: Love it!! “@ SittinPretty923: @priincessmoe u like ur job?"

lizadonnelly: @Wzzy yay!! Photo? Love your house:)

AHeep05: @Fumer23 you hate me and you think I'm ugly #ontoyourgame

basilroumie: @ farahtalaat come on farah we all love girl on girl #lesbionest

Savanap: RT @girlproverb: Sending a girl a text that says "I love you Beautiful" can change her attitude for the whole day

mizzfantaz: ya know? I'm def in love with my pipe. It's sexy in a unique way.

BeautyOfJonas: i love how i just answered 13 questions with the same gif. LOOOL.

FIGURE 14.6
Streaming tweets to the browser
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Although the application can now stream tweets to a browser window, it is still not very useful.
It is still impossible to answer the question of whether there is more love or hate in the world.

To answer the question, you need a way to visualize the data. Assuming that the tweets received
from the API are indicative of human sentiment, you set up several counters on the server

that increment when the words “love” and “hate” are mentioned in the streaming data that is
received. Furthermore, by maintaining another counter for the total number of tweets with either
love or hate in them, you can calculate whether love or hate is mentioned more often. With this
approach, it is possible to say—in unscientific terms—that there is x% of love and y% of hate in
the world.

To be able to show data in the browser, you need counters on the server to hold:
» Total number of tweets containing “love” or “hate”
» Total number of tweets containing “love”

» Total number of tweets containing “hate”

This can be achieved by initializing variables and setting these counters to zero on the Node.js
server:

var app = require('express') .createServer(),
twitter = require('ntwitter'),
io = require('socket.io') .listen (app),
love = 0,
hate = 0,
total = 0;

Whenever new data is received from the API, the love counter will be incremented if the word
“love” is found and so on. JavaScript’s indexOf () string function can be used to look for words
within a tweet and provides a simple way to analyze the content of tweets:

twit.stream('statuses/filter', { track: ['love', 'hate'] }, function(stream) ({
stream.on('data', function (data) {

var text = data.text.toLowerCase () ;

if (text.indexOf ('love') !== -1) {
love++
total++

}

if (text.indexOf ('hate') !== -1) {
hate++

total++
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Because some tweets may contain both “love” and “hate,” the total is incremented each time a
word is found. This means that the total counter represents the total number of times “love” or
“hate” was mentioned in a tweet rather than the total number of tweets.

Now that the application is maintaining a count of the occurrences of words, this data can be
added to the tweet emitter and pushed to connected clients in real-time. Some simple calculation
is also used to send the values as a percentage of the total number of tweets:

io.sockets.volatile.emit ('tweet',
user: data.user.screen_name,
text: data.text,
love: (love/total)*100,
hate: (hate/total)*100

1

On the client side, by using an unordered list and some client-side JavaScript, the browser can
receive the data and show it to users. Before any data is received from the server, the values are
set to zero:

<ul class="percentage">
<li class="love">0</1i>
<1i class="hate">0</1i>
</ul>

Finally, a client-side listener can be added to receive the tweet event and replace the percentage
values with the ones received from the server. By starting the server and opening the browser,

you can now answer the question!
<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.min.js"></
= script>
<script src="/socket.io/socket.io.js"></scripts>
<script>
var socket = io.connect();
jQuery (function ($) {
var tweetList = $('ul.tweets'),
loveCounter = $('li.love'),
hateCounter = $('li.hate');
d

socket.on('tweet', function (data)
tweetList
.prepend('<li>' + data.user + ': ' + data.text + '</li>');
loveCounter

.text (data.love + '%');
hateCounter
.text (data.hate + '%');
b
b

</scripts>
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V¥ TRY IT YOURSELF

If you have downloaded the code examples for this book, this code is hourl4/exampleO4.

To analyze data from Twitter’s streaming API, follow these steps:

1.

2. Within the percentages folder, create a new file called package.json and add the following

Create a new folder called percentages.

content to declare ntwitter, Express, and Socket.lO as dependencies:

{

"name": "socket.io-twitter-example",

"version":"0.0.1",

"private":true,

"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10",
"socket.io":"0.8.7"

Within the percentages folder, create a new file called app.js with the following content.
Remember to replace the keys and secrets with your own:

var app = require ('express').createServer(),
twitter = require('ntwitter'),
io = require('socket.io') .listen (app),

love = 0,
hate = 0,
total = 0;

app.listen(3000) ;

var twit = new twitter ({
consumer key: 'YOUR_CONSUMER_KEY',
consumer_ secret: 'YOUR CONSUMER_ SECRET',
access_token key: 'YOUR ACCESS_TOKEN KEY',
access_token_ secret: 'YOUR_ACCESS_TOKEN_KEY'

)i

twit.stream('statuses/filter', { track: ['love',
stream.on('data', function (data) {
var text = data.text.toLowerCase() ;
if (text.indexOf ('love') !== -1) {
love++

total++

if (text.indexOf ('hate') !== -1) {

'hate']

}, function(stream)

{
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hate++
total++

}

io.sockets.volatile.emit ('tweet', {
user: data.user.screen name,
text: data.text,
love: (love/total)*100,
hate: (hate/total)*100

app.get ('/', function (req, res) ({
res.sendfile(_ dirname + '/index.html');

1)

Within the percentages folder, create a file called index.html and add the following
content:

<!doctype html>
<html lang="en">
<head>
<meta charset="utf-8">
<title>Socket.IO Twitter Example</title>
</head>
<body>
<hl>Socket.IO Twitter Example</hl>
<ul class="percentage">
<1li class="love">0</1li>
<li class="hate">0</1li>
</ul>

<ul class="tweets"></ul>

<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.

= min.js"></script>
<script src="/socket.io/socket.io.js"></script>
<scripts>
var socket = io.connect () ;
jQuery (function ($) {
var tweetList = $('ul.tweets'),
loveCounter = $('li.love'),
hateCounter = $('li.hate');
socket.on('tweet', function (data) {
tweetList
.prepend('<li>' + data.user + ': ' + data.text + '</1li>');
loveCounter
.text (data.love + '%');

7

hateCounter

255
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.text (data.hate + '%"');
) s
1)
</script>
</body>
</html>

5. Install the dependencies by running the following from a terminal:

npm install

6. Start the server by running the following from a terminal:

node app.js

7. Open a browser window at http://127.0.0.1:3000.

8. You should see a stream of tweets in your browser, along with the percentages being
dynamically updated (see Figure 14.7).

9. Kill the server by pressing Ctrl+C in the terminal.

: ¥
0 00 /7 socketio Twitter Example

€« G © 127.0.0.1:3000 RS

Socket.io Twitter Example

« 77.72511848341233%
22.274881516587676%

.

Me_Chynese: @_SkoopDat cheer up barbara! mwah, love you

JasmineReeves39: We LOVE Jordan Janse: ‘orever like if you do!! <3 -Jasmine and Kirsten

BigManOn_Campus: RT @LiL._MaMa_NiNa: @BigManOn_Campus Good Mornin love.. Ive missed you <3

AyaTinandra: Wanjis, jero tah kanu hate aing :) RT @ ERWINMADMORON: Sepi mang...doger monyet siapkeun RT @ AyaTinandra: Lieur ...
htp:/t.co/EOBdYoLa

haaileyy_: the thing i love about us, is when we say "goodbye" it's only til tomorrow

alondra_xo: @ Jroctme love you 2

Tour_TheWorld: by my side i swallow my pride, your love is so sweet, it knocks me right off my feet. can't explain why your love it makes me weak
veelud: love causing trouble

Tsunamii_ BXTCH: OMG Camp Lazlo is on I use to love this show!!

iseberg2: LOVE grocery shopping on a Monday moming! #storewasempty

Jjenicanicolexx: just got home from the red roof with friends @ thanks guyzzz ¥ anddd.. happy bday again @PatsyyHere love you!! xx
DA_BREADWINNER: I don't love you I love the memories

Jordan_LeVann: S/n my lil Sigh will be 1 tomorrow #Hype haha love my babbe

LuluMajor_: RT @emmaaa_louise: Hate when teachers leave you work to do that is 10000 times harder than anything you usually do in lessons
AbbyRoyer: THATE WHEN I SMUDGE MY NAIL POLISH! DAMMIT.

twertz21: Sitting in the Fuckin library i hate #historyclass

_helloMsDay: @Trell_Benji I don't hate you lol I do happen to think your no good tho lol

BOH_Gucci: I Hate Bumm Broke Bitches

JaylansWife: I Hate When People Text Me And Call Me Baby Knowing Good And Well I Dont Llke You #LameAndChildish !

edhisGaradisu: Wkwkwkw don't cry :p"@ynats_ziG: Hahahaha... U are beautyful 2x RT @edhisGaradisu: Lgi dgr lagux cherry belle Love is you make
meto ...

CalmYourTatas: I don't know why bitches that are like twelve are in love 0.0

AdoreUAri: Perfect Payne, Tasty Tomlinson, Sexy Styles aaand Muscyl Malik :D :D Vas Happenin here!?! :D love these TTs%

AREMcGhee0614: RT @Marlyn_Monroe: “Haters only hate the things they can't have and people they can't be.”

virginmobilecan: Hey you! Let us know what songs you want to hear in our phone system. We love Katy Perry, but it's time for some new tunes. je
Mary_BoatzNHoez: Hey love! RT @NiHao_Zanotti @Mary_BoatzZNHoez hi boo

maddykeels: I love big black cock in my mouth

alwiinaa: RT @Gi ing: RT if vou love food more than ocople. Te amo. ¥

DRI

DR R R A )

o o000 o0

FIGURE 14.7
Dynamically updating percentage values
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Adding a Real-Time Graph

The application is now able to answer the question. Hurray! In terms of visualization, though,
it is still just data. It would be great if the application could generate a small bar graph that
moved dynamically based on the data received. The server is already sending this data to the
browser, so this can be implemented entirely using client-side JavaScript and some CSS. The
application has an unordered list containing the percentages, and this is perfect to create a sim-
ple bar graph. The unordered list will be amended slightly so that it is easier to style. The only
addition here is to wrap the number in a span tag:

<ul class="percentage">

<li class="love">

<span>0</span>
</1i>
<li class="hate">
<span>0</span>
</1li>
</uls>

Some CSS can then be added to the head of the HTML document that makes the unordered list
look like a bar graph. The list items represent the bars with colors of pink to represent love and
black to represent hate:

<style>
ul.percentage { width: 100% }
ul.percentage li { display: block; width: 0 }
ul.percentage li span { float: right; display: block}
ul .percentage li.love { background: #£f0066; color: #fff}
ul.percentage li.hate { background: #000; color: #fff}
</style>

Finally, some client-side JavaScript allows the bars (the list items) to be resized dynamically

based on the percentage values received from the server:
<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.min.js"></
= scripts>
<script src="/socket.io/socket.io.js"></script>
<script>
var socket = io.connect();
jQuery (function ($) {
var tweetList = $('ul.tweets'),
loveCounter = $('li.love'),
hateCounter = $('li.hate'),
loveCounterPercentage = $('li.love span'),
hateCounterPercentage = $('li.hate span');
socket.on('tweet', function (data) {
loveCounter
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.css ("width", data.love + '%');
loveCounterPercentage

.text (Math.round (data.love * 10) / 10 + '$');
hateCounter

.css ("width", data.hate + '$');
hateCounterPercentage

.text (Math.round (data.hate * 10) / 10 + '$');
tweetList

.prepend('<1li>' + data.user + ': ' + data.text + '</li>');

b
P

</scripts>

Whenever a new tweet event is received from Socket.IO, the bar graph is updated by dynami-
cally setting the CSS width of the list items with the percentage values received from the server.
This has the effect of adjusting the graph each time a new tweet event is received. You have cre-
ated a real-time graph!

V¥ TRY IT YOURSELF

If you have downloaded the code examples for this book, this code is hourl4/example05.
Follow these steps to visualize real-time data:
1. Create a new folder called realtime_graph.

2. Within the realtime_graph folder, create a new file called package.json and add the follow-
ing content to declare ntwitter, Express, and Socket.lO as dependencies:

{

"name":"socket.lo-twitter-example",

"version":"0.0.1",

"private":true,

"dependencies" : {
"express":"2.5.4",
"ntwitter":"0.2.10",
"socket.io":"0.8.7"

3. Within the realtime_graph folder, create a new file called app.js with the following content.
Remember to replace the keys and secrets with your own:

var app = require('express').createServer(),
twitter = require('ntwitter'),
io = require('socket.io') .listen (app),
love = 0,
hate = 0,



total =

0;

app.listen(3000) ;

var twit = new twitter ({

consumer_key:
consumer secret:
access_token key:

access_token secret:

)i

twit.stream(

stream.on (
var text

love++
total+
}
if (text
hate++
total+

io.sockets.volatile.emit ('tweet',

user:
text:
love:
hate:
) g
B 5
)i
app.get ('/"',

res.sendfile(_ dirname + '/index.html');

1)

Within the realtime_graph folder, create a file called index.html and add the following

content:

'statuses/filter', { track:

'data', function (data)

= data.text.toLowerCase () ;
if (text.indexOf ('love') !== -1)

o
.indexOf ('hate') !== -1)

au

data.user.screen name,
data.text,
(love/total) *100,
(hate/total) *100

function (reqg, res) ({

<!doctype htmls>

<html lang="en">

<head>

<meta charset="utf-8">

<title>Socket.IO Twitter Example</titles>

<style>

ul.percentage { width: 100% }

'YOUR_CONSUMER_KEY',

'YOUR_CONSUMER SECRET',
'YOUR_ACCESS_TOKEN KEY',

'YOUR_ACCESS_TOKEN_ KEY'

{

{
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}, function (stream)
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ul.percentage 1li { display: block; width: 0 }
ul.percentage 1li span { float: right; display: block}
ul.percentage li.love { background: #f£f0066; color: #fff}
ul.percentage li.hate { background: #000; color: #fff}
</style>
</head>
<body>
<hl>Socket.IO Twitter Example</hl>
<ul class="percentage">
<li class="love">
Love <span>0</span>
</1li>
<1li class="hate">
Hate <span>0</span>
</1li>
</ul>
<ul class="tweets"></ul>
<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.
= min.js"></script>
<script src="/socket.io/socket.io.js"></script>
<scripts>
var socket = io.connect () ;
jQuery (function (%) {
var tweetList = $('ul.tweets'),
loveCounter = $('li.love'),
hateCounter = $('li.hate'),
loveCounterPercentage = $('li.love span'),
hateCounterPercentage = $('li.hate span');
socket.on('tweet', function (data) {
loveCounter
.css("width", data.love + '%');
loveCounterPercentage
.text (Math.round (data.love * 10) / 10 + '$');
hateCounter
.css ("width", data.hate + '%');
hateCounterPercentage
.text (Math.round (data.hate * 10) / 10 + '$');
tweetList
.prepend ('<li>' + data.user + ': ' + data.text + '</1li>');
1)
I s
</scripts>
</body>
</html>
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5. Install the dependencies by running the following from a terminal: n

npm install

6. Start the server by running the following from a terminal:

node app.js

7. Open a browser window at http://127.0.0.1:3000.

8. You should see a stream of tweets in your browser, along with a real-time graph resizing
based on data received (see Figure 14.8).

9. Kill the server by pressing Ctrl+C in the terminal.

(%) Socket.fo Twitter Example

Socket.io Twitter Example

[Love
[Hate 29.89

ericalewis62: @ChelsJadel18 still love youuuuuuu

TheeKiddFoskey: Hey shey RT @TheySaySheyy: No one said hi to me, I hate you guys.

DiaryOf_Sha: Tlove my family .

PrettyxPaul: Her lollipops ain't suppose to match her eyes -___- Lol, I love my one & only niece! http//t.co/VWEODhQS

tony6r: @_M_Jo lol. All T can think is id love to snowboard down that

momoiidools: RT @TheLoveStories: Love your haters, because they are your biggest fans. They keep on wasting time just to watch your every wrong
move.

ZUMZUMPARKER: @thewantedmusic I'm italian and i bought TWTOTPMAG !love you! Xxxxxxxxx

SpazP: @WickedLPixie What shirt? Also, I love the new Star ratings! Just added the 4 to my Sat post - they're awesome!

_laurenhead: @_iPav love u bbz

JPigg_YaDigg: @ AssasinFromAbov love ya

Lickem_Stickem_: T love it wen she call me daddy it jus drive me crazii

Ssnoop_DGAF: Hate when niggaz try to come at my neck cause once I say sumthin feelings get caught-__-

s_cheesecake: @Rez_TRizzy I love n miss u

MeLauraCorrea: RT @GirlConfession_: They say "Find a heart that will love you at your worst" - I did, problem is, I still want the one who broke it.
#GC

‘Wamby21: O how I hate chemistry. That exam was brutal.

HopOn_This: I'm really not mean, so I hate when people say Iam :/

milenasegantine: sometimes it lasts in love, but sometimes it hurts instead..

paponadacabeca: hoje € dia de ir na cidade catar a fantasia pro I love Cafusu!! c/c @piuolegario @gaabizz

alexisnicole_ox: RT @GirlSpeaking: RT if you love food more than people. Te amo. ¥

AStewMane: RT @NickBamnett: Take into account that great love and great achicvements involve great risk....

YesItsMeScrapp: Damn the 1st is teo days away I hate bills..

court__cobain: #love&pain it comes and goes but I wont change.

AdultSexVideo: This is my Fav! http:/t.co/gOUYLip2 You gotta love ® @jessejane One of my favs!!!

chynna_rosexx: "@EpicTweets_: My best friend and I have so much love for each other that people think we're lesbians." Lmao

amandagaines: @ DritaDavanzo you are Carla are my favoriteece ! Oh & Ilove big ang !!! Ahah so funny :D <3

TheOnlyHolly_: How long am I suppose to carry these babies for? Twins are a pain in the ass... But I love them and will guard them with my life. *Nods*

DA RS
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FIGURE 14.8
A real-time graph

The application that you created provides a visual representation of whether there is more love
than hate in the world based on real-time data from Twitter. Granted, this is totally unscientific,
but it showcases the capabilities of Node.js and Socket.IO to receive large amounts of data and
push it out to the browser. With a little more CSS work, the application can be styled to look
better (see Figure 14.9).
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© O O /) paddy is there more love or

< C |® 127.0.0.1:3000 RS

Daddy is there more love or hate in the world?

Love 72.7%
Hate 27.3%
Some Lovers Some Haters
% }
o _bucketoflove: Lintang siad,our original hair A xKirstyxChantel: I hate junk mail
MPEN color's white Hate it or love it that's the ‘l” #stopsendingmeit #fuckoff

original.And grey hair?Yeap,that's our original
hair.
3 ashleyrey12: RT @CaseyDaltonFord: | hate
[ people that are so negative all the time.

nyrizzy: Shout outto@_MissV. For being very
= understanding and a frue friend! Nothing but love

for her!!! H CharliTWx: @NarryUK hate em

Fentymeme_: | love The OMG Girlz *shrugs*
DLuxNj: @auniquebeauty1 don't u just hate
== that?! Such atum offif in the 1st convo it

immediately tuns 2 sex, &ex, or media gossip?!
uptown_boogie: RT @UptownRally: Tell them i #noeducation
said happy anniversary RT @uptown_boogie:
today... my parents have been married for 29

years... thats love i» Kent_Wreckless: @lucgoose_ haters gon hate ;)

FIGURE 14.9
The finished application with additional styling

If you want to run this example yourself, this version is available in the code for this book as
hour14/example06.

Summary

In this hour, you answered a fundamental question about human nature using Node.js, Twitter,
and Socket.IO. Not bad for an hour’s work! At the time of writing, there is more love in the
world, so if you take nothing else from this hour, rejoice! You learned how a Node.js server

can receive large amounts of data from a third-party service and push it out to the browser in
real-time using Socket.IO. You saw how to manipulate the data to extract meaning from it and
perform simple calculations on the data to extract percentage values. Finally, you added some
client-side JavaScript to receive the data and create a real-time graph. This hour showcased
many of the strengths of Node.js, including the ease that data can be sent between the server
and browser, the ability to process large amounts of data, and the strong support for networking.
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Q&A

Q. Are there other streaming APIs that | can use to create applications like this?

A. Yes. An increasing number of streaming APls is becoming available to developers. At the
time of writing, some APIs of interest include Campfire, Salesforce, Datasift, and Apigee,
with many more expected to be created.

Q. How accurate is this data?

A. Not very. This data is based on the “statuses/filter” method from Twitter's streaming API.
More information about what goes into this feed is available at https://dev.twitter.com/
docs/streaming-api/methods. In short, do not base any anthropological studies on it.

Q. Can | save this data somewhere?

A. The application created in this hour does not persist data anywhere, so if the server is
stopped, the counters and percentages are reset. Clearly, the longer that data can be col-
lected, the more accurate the results. The application could be extended to store the coun-
ters with a data store that can handle high volumes of writes, like Redis. This is outside
the scope of this hour, though!

Workshop

This workshop contains quiz questions and exercises to help cement your learning in this hour.

Quiz
1. What is different about a streaming API?
2. What is OAuth?

3. Why is Node.js a good fit for working with streaming APIs?

Quiz Answers

1. A streaming APl keeps the connection between client and server open and is able to push
new data to the client when it becomes available. This enables applications to become real-
time as data is pushed to the client as soon as it is available.

2. OAuth is a way for applications to grant access to data without exposing user credentials.
Authorization is granted on a per-application basis and can be revoked at any time. If you
have connected your Twitter account with any other services, you may be familiar with allow-
ing other services to access your data. OAuth is used to achieve this.

3. As Node.js is designed around evented I/0, it can respond very well to new data being
received from a streaming API. It can handle large amounts of data without needing huge
amounts of memory. Because Node.js is JavaScript, it is easy to communicate with clients
like browsers that understand JSON. Node.js is able to receive, process, and transmit large
numbers of data events without needing many machines to process it on.


https://dev.twitter.com/docs/streaming-api/methods
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Exercises

1. Amend the example available in this book’s code examples, as hourl4/example02, to
display the user’s real name and URL. Consult the data structure earlier in this hour
to understand which attributes you need for this.

2. Amend the server to receive data from Twitter’'s streaming API based on some keywords
that you are interested in. If there are more than two keywords, update the application to
show more than two bars on the graph.

3. Think about how you could create an application to provide visualizations of different
streaming Twitter datasets. Remember that you can limit your query by location, certain
users, and keywords. Some examples to get you started:

» Do people talk more about beer or wine in London?
» How often do famous people use the words “me” or “you”?

» Are the Beatles more popular than the Rolling Stones?
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