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Preface

Presently, microservices are the de-facto way to design scalable, easy-to-maintain
applications. Microservice-based systems not only make application development easier,
but also offer great flexibility in utilizing various resources optimally. If you want to build
an enterprise-ready implementation of a microservice architecture, then this is the book for
you!

Starting off by understanding the core concepts and framework, you will then focus on the
high-level design of large software projects. You will gradually move on to setting up the
development environment and configuring it, before implementing continuous integration
to deploy your microservice architecture. Using Spring Security, you will secure
microservices and integrate sample online table reservation system (OTRS) services with
an Angular-based Ul app. We'll show you the best patterns, practices, and common
principles of microservice design, and you'll learn to troubleshoot and debug the issues
faced during development. We'll show you how to design and implement event-based and
gRPC microservices. You will learn various ways to handle distributed transactions and
explore choreography and orchestration of business flows. Finally, we'll show you how to
migrate a monolithic application to a microservice-based application.

By the end of the book, you will know how to build smaller, lighter, and faster services that
can be implemented easily in a production environment.

Who this book is for

This book is designed for Java developers who are familiar with microservice architecture
and now want to effectively implement microservices at an enterprise level. A basic
knowledge of Java and Spring Framework is necessary.

What this book covers

Chapter 1, A Solution Approach, starts with basic questions about the existence of
microservices and how they evolve. It highlights the problems that large-scale on-premises
and cloud-based products face, and how microservices deal with them. It also explains the
common problems encountered during the development of enterprise or large-scale
applications, and the solutions to these problems. Many of you might have experienced the
pain of rolling out the whole release due to failure of one feature.



Preface

Microservices give the flexibility to roll back only those features that have failed. This is a
very flexible and productive approach. For example, let's assume you are the member of an
online shopping portal development team and want to develop an application based on
microservices. You can divide your application based on different domains such as
products, payments, cart, and so on, and package all these components as a separate
package. Once you deploy all these packages separately, these would act as a single
component that can be developed, tested, and deployed independently—these are called
microservices.

Now let's see how this helps you. Let's say that after the release of new features,
enhancements, and bug fixes, you find flaws in the payment service that need an
immediate fix. Since the architecture is based on microservices, you can roll back just the
payment service, instead of rolling back the whole release. You could also apply the fixes to
the payment microservice without affecting the other services. This not only allows you to
handles failure properly, but helps to deliver features/fixes swiftly to the customer.

Chapter 2, Environment Setup, teaches you how to set up the development environment
from an integrated development environment (IDE), and looks at other development tools
from different libraries. This chapter covers everything from creating a basic project, to
setting up Spring Boot configuration, to building and developing our first microservice.
Here, we'll use Java 11 as our language and Jetty as our web server.

Chapter 3, Domain-Driven Design, sets the tone for rest of the chapters by referring to one
sample project designed using domain-driven design. This sample project is used to
explain different microservice concepts from this chapter onward. This chapter uses this
sample project to drive through different functional and domain-based combinations of
services or apps to explain domain-driven design.

Chapter 4, Implementing a Microservice, takes you from the design to the implementation of
a sample project. Here, the design of our sample project explained in the last chapter is
used to build the microservices. This chapter not only covers the coding, but also other
different aspects of the microservices—build, unit testing, and packaging. At the end of this
chapter, the sample microservice project will be ready for deployment and consumption.

Chapter 5, Microservice Pattern —Part 1, elaborates upon the different design patterns and
why these are required. You'll learn about service discovery, registration, configuration,
how these services can be implemented, and why these services are the backbone of
microservice architecture. During the course of microservice implementation, you'll also
explore Netflix OSS components, which have been used for reference implementation.

[2]
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Chapter 6, Microservice Pattern — Part 2, continues from the first chapter on microservice
patterns. You'll learn about the API Gateway pattern and its implementation. Failures are
bound to happen, and a successful system design prevents the failure of the entire system
due to one component failure. We'll learn about the circuit breaker, its implementation, and
how it acts as a safeguard against service failure.

Chapter 7, Securing Microservices, explains how to secure microservices with respect to
authentication and authorization. Authentication is explained using basic authentication
and authentication tokens. Similarly, authorization is examined using Spring Security 5.0.
This chapter also explains common security problems and their solutions.

Chapter 8, Consuming Microservices Using the Angular App, explains how to develop a web
application using Angular]JS to build the prototype of a web application that will consume
microservices to show the data and flow of a sample project — a small utility project.

Chapter 9, Inter-Process Communication Using REST, explains how REST can be used for
inter-process communication. The use of Rest Template and the Feign client for
implementing inter-process communication is also considered. Lastly, it examines the use
of load balanced calls to services where more than one instance of a service is deployed in
the environment.

Chapter 10, Inter-Process Communication Using gRPC, explains how to implement gRPC
services and how these can be used for inter-process communication.

Chapter 11, Inter-Process Communication Using Events, discusses reactive microservices and
their fundamentals. It outlines the difference between plain microservices and reactive
microservices. At the end, you'll learn how to design and implement a reactive
microservice.

Chapter 12, Transaction Management, teaches you about the problem of transaction
management when a transaction involves multiple microservices, and a call when routed
through various services. We'll discuss the two-phase commit and distributed saga
patterns, and resolve the transaction management problem with a distributed saga
implementation.

Chapter 13, Service Orchestration, introduces you to different designs for establishing inter-
process communication among services for specific flows or processes. You'll learn about
choreography and orchestration. You will also learn about using Netflix Conductor to
implement the orchestration.

[3]
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Chapter 14, Troubleshooting Guide, talks about scenarios when you may encounter issues
and get stuck. This chapter explains the most common problems encountered during the
development of microservices, along with their solutions. This will help you to follow the
book smoothly and will make learning swift.

Chapter 15, Best Practices and Common Principles, teaches the best practices and common
principles of microservice design. It provides details about microservices development
using industry practices and examples. This chapter also contains a few examples where
microservice implementation can go wrong, and how you can avoid such problems.

Chapter 16, Converting a Monolithic App to a Microservices-Based App, shows you how to
migrate a monolithic application to a microservice-based application.

To get the most out of this book

You need to have a basic knowledge of Java and Spring Framework. You can explore the
reference links given at the end of each chapter to get the more out of this book.

For this book, you can use any operating system (out of Linux, Windows, or macOS) with a
minimum of 4 GB RAM. You will also require NetBeans with Java, Maven, Spring Boot,
Spring Cloud, Eureka Server, Docker, and a continuous integration/continuous deployment
application. For Docker containers, you may need a separate virtual machine or cloud host,
preferably with 16 GB or more of RAM.

Download the example code files

You can download the example code files for this book from your account at
www . packt . com. If you purchased this book elsewhere, you can visit
www . packt . com/support and register to have the files emailed directly to you.

You can download the code files by following these steps:

Log in or register at www.packt .com.
Select the SUPPORT tab.
Click on Code Downloads & Errata.

Enter the name of the book in the Search box and follow the onscreen
instructions.

=N

[4]
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Once the file is downloaded, please make sure that you unzip or extract the folder using the
latest version of:

e WinRAR/7-Zip for Windows
e Zipeg/iZip/UnRarX for Mac
e 7-Zip/PeaZip for Linux

The code bundle for the book is also hosted on GitHub at https://github.com/
PacktPublishing/Mastering-Microservices-with-Java-Third-Edition. In case there's an
update to the code, it will be updated on the existing GitHub repository.

We also have other code bundles from our rich catalog of books and videos available
at https://github.com/PacktPublishing/. Check them out!

Download the color images

We also provide a PDF file that has color images of the screenshots/diagrams used in this
book. You can download it here: https://www.packtpub.com/sites/default/files/
downloads/9781789530728_ColorImages.pdf.

Conventions used

There are a number of text conventions used throughout this book.

CodeInText: Indicates code words in text, database table names, folder names, filenames,
file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an
example: " First, we'll add Spring Cloud dependencies, as shown in pom.xm1."

[5]
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A block of code is set as follows:

logging:
level:
ROOT: INFO
org.springframework.web: INFO

When we wish to draw your attention to a particular part of a code block, the relevant lines
or items are set in bold:

endpoints:
restart:
enabled: true
shutdown:
enabled: true

Any command-line input or output is written as follows:
Chapter6> mvn clean package

Bold: Indicates a new term, an important word, or words that you see onscreen. For
example, words in menus or dialog boxes appear in the text like this. Here is an example:
"After the values are updated, click on the Save and Test button."

Warnings or important notes appear like this.

Tips and tricks appear like this.

Get in touch

Feedback from our readers is always welcome.

General feedback: If you have questions about any aspect of this book, mention the book
title in the subject of your message and email us at customercare@packtpub.com.

[6]
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Errata: Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you have found a mistake in this book, we would be grateful if you would
report this to us. Please visit www.packt .com/submit-errata, selecting your book, clicking
on the Errata Submission Form link, and entering the details.

Piracy: If you come across any illegal copies of our works in any form on the Internet, we
would be grateful if you would provide us with the location address or website name.
Please contact us at copyright@packt .com with a link to the material.

If you are interested in becoming an author: If there is a topic that you have expertise in
and you are interested in either writing or contributing to a book, please visit

authors.packtpub.com.

Reviews

Please leave a review. Once you have read and used this book, why not leave a review on
the site that you purchased it from? Potential readers can then see and use your unbiased
opinion to make purchase decisions, we at Packt can understand what you think about our
products, and our authors can see your feedback on their book. Thank you!

For more information about Packt, please visit packt . com.

[7]



Section 1: Fundamentals

The following part of this book will teach you about the fundamentals of microservices and
the basics that you need in order to implement microservice-based systems.

In this section, we will cover the following chapters:

e Chapter 1, A Solution Approach

e Chapter 2, Environment Setup

e Chapter 3, Domain-Driven Design

® Chapter 4, Implementing a Microservice



A Solution Approach

As a prerequisite for proceeding with this book, you should have a basic understanding of
microservices and different software architecture styles. Having a basic understanding of
these will help you understand what we discuss in this book.

After reading this book, you will be able to implement microservices for on-premises or
cloud production deployments and you will understand the complete life cycle, from
design and development to testing and deployment, of continuous integration and
deployment. This book is specifically written for practical use and to stimulate your mind
as a solution architect. Your learning will help you to develop and ship products in any
situation, including Software-as-a-Service (SaaS) and Platform-as-a-Service (PaaS)
environments. We'll primarily use Java and Java-based framework tools, such as Spring
Boot and Jetty, and we will use Docker for containerization.

In this chapter, you will learn about microservices and how they have evolved. This chapter
highlights the problems that on-premises and cloud-based products face and how
microservices architectures deal with them. It also explains the common problems
encountered during the development of SaaS, enterprise, or large applications and their
solutions.

In this chapter, we will explore the following topics:

e Services and service-oriented architecture (SOA)
e Microservices, nanoservices, teraservices, and serverless
¢ Deployment and maintenance



A Solution Approach Chapter 1

Services and SOA

Martin Fowler explains the following:

The term microservice was discussed at a workshop of software architects near Venice in
May 2011 to describe what the participants saw as a common architectural style that
many of them had been recently exploring. In May 2012, the same group decided on
uServices as the most appropriate name.

Let's get some background on the way microservices have evolved over the years.
Enterprise architecture evolved from historic mainframe computing, through client-server
architecture (two-tier to n-tier), to SOA.

The transformation from SOA to microservices is not a standard defined by an industry
organization, but a practical approach practiced by many organizations. SOA eventually
evolved to become microservices.

Adrian Cockcroft, a former Netflix architect, describes a microservice-based architecture as
follows:

Fine grain SOA. So microservice is SOA with emphasis on small ephemeral components.

Similarly, the following quote from Mike Gancarz, a member who designed the X Windows
system, which defines one of the paramount precepts of Unix philosophy, describes the
microservice paradigm as well:

Small is beautiful.

Microservice architectures share many common characteristics with SOAs, such as the
focus on services and how one service decouples from another. SOA evolved around
monolithic application integration by exposing APIs that were mostly Simple Object
Access Protocol (SOAP)-based. Therefore, having middleware such as an enterprise
service bus (ESB) is very important for SOA. Microservices are less complex than SOAs,
and, even though they may use a message bus, it is only used for message transport and it
does not contain any logic. It is simply based on smart endpoints.

Tony Pujals defined microservices beautifully:

In my mental model, I think of self-contained (as in containers) lightweight processes
communicating over HTTP, created and deployed with relatively small effort and
ceremony, providing narrowly-focused APIs to their consumers.

[10]
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Though Tony only talks about HTTP, event-driven microservices may use a different
protocol for communication. You can make use of Kafka to implement event-driven
microservices. Kafka uses the wire protocol, a binary protocol over TCP.

Monolithic architecture overview

Microservices are not new—they have been around for many years. For example, Stubby, a
general purpose infrastructure based on Remote Procedure Call (RPC), was used in Google
data centers in the early 2000s to connect a number of services with and across data centers.
Its recent rise is due to its popularity and visibility. Before microservices became popular,
monolithic architectures were mainly being used for developing on-premises and cloud-
based applications.

A monolithic architecture allows the development of different components such as
presentation, application logic, business logic, and Data Access Objects (DAOs), and then
you either bundle them together in an Enterprise Archive (EAR) or a Web Archive (WAR),
or store them in a single directory hierarchy (such as Rails or Node.js).

Many famous applications, such as Netflix, have been developed using a microservices
architecture. Moreover, eBay, Amazon, and Groupon have evolved from monolithic
architectures to microservices architectures.

Now that you have had an insight into the background and history of microservices, let's
discuss the limitations of a traditional approach—namely, monolithic application
development—and see how microservices would address them.

Limitations of monolithic architectures versus its
solution with microservices architectures

As we know, change is eternal. Humans always look for better solutions. This is how
microservices became what it is today and it will evolve further in the future. Today,
organizations are using agile methodologies to develop applications—it is a fast-paced
development environment that has grown to a much larger scale after the invention of the
cloud and distributed technologies. Many argue that monolithic architectures could also
serve a similar purpose and be aligned with agile methodologies, but microservices still
provide a better solution to many aspects of production-ready applications.

[11]



A Solution Approach Chapter 1

To understand the design differences between monolithic and microservices architectures,
let's take an example of a restaurant table-booking application. This application may have
many services to do with customers, bookings, analytics, and so on, as well as regular
components, such as presentation and databases.

We'll explore three different designs here: the traditional monolithic design, the monolithic
design with services, and the microservices design.

Traditional monolithic design

The following diagram explains the traditional monolithic application design. This design
was widely used before SOA became popular:

Business Logic

Presentation
Application Logic

Traditional monolithic application design

In a traditional monolithic design, everything is bundled in the same archive (all the
presentation code is bundled in with the Presentation archive, the application logic goes
into the Application Logic archive, and so on), regardless of how it all interacts with the
database files or other sources.
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Monolithic design with services

After SOA, applications started being developed based on services, where each component
provides services to other components or external entities. The following diagram depicts a
monolithic application with different services; here, services are being used with a
Presentation component. All services, the Presentation component, or any other
components are bundled together:

Customer API

Booking API

Presentation

Analytics API

Microservices, nanoservices, teraservices,
and serverless

The following diagram depicts the microservices design. Here each component is
autonomous. Each component could be developed, built, tested, and deployed
independently. Here, even the application User Interface (UI) component could also be a
client and consume the microservices. For the purpose of our example, the layer designed is
used within the pService.
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The API Gateway provides an interface where different clients can access the individual
services and solve various problems, such as what to do when you want to send different
responses to different clients for the same service. For example, a booking service could
send different responses to a mobile client (minimal information) and a desktop client
(detailed information), providing different details to each, before providing something
different again to a third-party client.

A response may require the fetching of information from two or more services:
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After observing all the sample design diagrams we've just gone through, which are very
high-level designs, you might find that in a monolithic design, the components are bundled
together and tightly coupled. All the services are part of the same bundle. Similarly, in the
second design diagram, you can see a variant of the first diagram where all services could
have their own layers and form different APIs, but, as shown in the diagram, these are also
all bundled together.
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Conversely, in the microservices design, the design components are not bundled together
and have loose couplings. Each service has its own layers and database, and is bundled in a
separate archive to all others. All these deployed services provide their specific APIs, such
as Customers or Bookings. These APIs are ready to consume. Even the Ul is also deployed
separately and designed using pServices. For this reason, the microservices provides
various advantages over its monolithic counterpart. I would, nevertheless, remind you that
there are some exceptional cases where monolithic application development is highly
successful, such as Etsy, and peer-to-peer e-commerce web applications.

Now let us discuss the limitations you'd face while working with Monolithic applications.

One-dimension scalability

Monolithic applications that are large when scaled, scale everything, as all the components
are bundled together. For example, in the case of a restaurant table reservation application,
even if you would like to scale only the table-booking service, you would scale the whole
application; you cannot scale the table-booking service separately. This design does not
utilize resources optimally.

In addition, this scaling is one-dimensional. Running more copies of the application
provides the scale with increasing transaction volume. An operation team could adjust the
number of application copies that were using a load balancer based on the load in a server
farm or a cloud. Each of these copies would access the same data source, therefore
increasing the memory consumption, and the resulting I/O operations make caching less
effective.

Microservices architectures give the flexibility to scale only those services where scale is
required and allow optimal utilization of resources. As mentioned previously, when
needed, you can scale just the table-booking service without affecting any of the other
components. It also allows two-dimensional scaling; here we can not only increase the
transaction volume, but also the data volume using caching (platform scale). A
development team can then focus on the delivery and shipping of new features, instead of
worrying about the scaling issues (product scale).

Microservices could help you scale platforms, people, and product dimensions, as we have
seen previously. People scaling here refers to an increase or decrease in team size
depending on the microservices' specific development needs.

Microservice development using RESTful web service development provides scalability in
the sense that the server-end of REST is stateless; this means that there is not much
communication between servers, which makes the design horizontally scalable.
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Release rollback in case of failure

Since monolithic applications are either bundled in the same archive or contained in a
single directory, they prevent the deployment of code modularity. For example, many of
you may have experienced the pain of delaying rolling out the whole release due to the
failure of one feature.

To resolve these situations, microservices give us the flexibility to roll back only those
features that have failed. It's a very flexible and productive approach. For example, let's
assume you are the member of an online shopping portal development team and want to
develop an application based on microservices. You can divide your application based on
different domains such as products, payments, cart, and so on, and package all these
components as separate packages. Once you have deployed all these packages separately,
these would act as single components that can be developed, tested, and deployed
independently, and called pService.

Now, let's see how that helps you. Let's say that after a production release launching new
features, enhancements, and bug fixes, you find flaws in the payment service that need an
immediate fix. Since the architecture you have used is based on microservices, you can roll
back the payment service instead of rolling back the whole release, if your application
architecture allows, or apply the fixes to the microservices payment service without
affecting the other services. This not only allows you to handle failure properly, but it also
helps to deliver the features/fixes swiftly to a customer.

Problems in adopting new technologies

Monolithic applications are mostly developed and enhanced based on the technologies
primarily used during the initial development of a project or a product. This makes it very
difficult to introduce new technology at a later stage of development or once the product is
in a mature state (for example, after a few years). In addition, different modules in the same
project that depend on different versions of the same library make this more challenging.

Technology is improving year on year. For example, your system might be designed in Java
and then, a few years later, you may want to develop a new service in Ruby on Rails or
Node.js because of a business need or to utilize the advantages of new technologies. It
would be very difficult to utilize the new technology in an existing monolithic application.
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It is not just about code-level integration, but also about testing and deployment. It is
possible to adopt a new technology by rewriting the entire application, but it is a time-
consuming and risky thing to do.

On the other hand, because of its component-based development and design, microservices
architectures give us the flexibility to use any technology, new or old, for development.
They do not restrict you to using specific technologies, and give you a new paradigm for
your development and engineering activities. You can use Ruby on Rails, Node.js, or any
other technology at any time.

So, how is this achieved? Well, it's very simple. Microservices-based application code does
not bundle into a single archive and is not stored in a single directory. Each uService has its
own archive and is deployed separately. A new service could be developed in an isolated
environment and could be tested and deployed without any technical issues. As you know,
microservices also own their own separate processes, serving their purpose without any
conflicts to do with things such as shared resources with tight coupling, and processes
remain independent.

Monolithic systems does not provide flexibility to introduce new technology. However,
introduction of new technology comes as low risk features in microservices based system
because by default these small and self contained components.

You can also make your microservice available as open source software so it can be used by
others, and, if required, it may interoperate with a closed source, a proprietary one, which
is not possible with monolithic applications.

Alignment with agile practices

There is no question that monolithic applications can be developed using agile practices,
and these are being developed all the time. Continuous integration (CI) and continuous
deployment (CD) could be used, but the question is—do they use agile practices
effectively? Let's examine the following points:

e When there is a high probability of having stories dependent on each other, and
there could be various scenarios, a story would not be taken up until the
dependent story is complete.

¢ The build takes more time as the code size increases.

¢ The frequent deployment of a large monolithic application is a difficult task to
achieve.

¢ You would have to redeploy the whole application even if you updated a single
component.
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¢ Redeployment may cause problems to already running components; for example,
a job scheduler may change whether components impact it or not.

e The risk of redeployment may increase if a single changed component does not
work properly or if it needs more fixes.

e Ul developers always need more redeployment, which is quite risky and time-
consuming for large monolithic applications.

The preceding issues can be tackled very easily by microservices. For example, Ul
developers may have their own Ul component that can be developed, built, tested, and
deployed separately. Similarly, other microservices might also be deployable
independently and, because of their autonomous characteristics, the risk of system failure is
reduced. Another advantage for development purposes is that Ul developers can make use
of JSON objects and mock Ajax calls to develop the Ul, which can be taken up in an isolated
manner. After development is finished, developers can consume the actual APIs and test
the functionality. To summarize, you could say that microservices development is swift and
it aligns well with the incremental needs of businesses.

Ease of development — could be done better

Generally, large monolithic application code is the toughest to understand for developers,
and it takes time before a new developer can become productive. Even loading the large
monolithic application into an integrated development environment (IDE) is troublesome,
as it makes the IDE slower and the developer less productive.

A change in a large monolithic application is difficult to implement and takes more time
due to the large code base, and there can also be a high risk of bugs if impact analysis is not
done properly and thoroughly. Therefore, it becomes a prerequisite for developers to do a
thorough impact analysis before implementing any changes.

In monolithic applications, dependencies build up over time as all components are bundled
together. Therefore, the risk associated with code changes rises exponentially as the amount
of modified lines of code grows.

When a code base is huge and more than 100 developers are working on it, it becomes very
difficult to build products and implement new features because of the previously
mentioned reason. You need to make sure that everything is in place, and that everything is
coordinated. A well-designed and documented API helps a lot in such cases.
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Netflix, the on-demand internet streaming provider, had problems getting their application
developed, with around 100 people working on it. Then, they used a cloud service and
broke up the application into separate pieces. These ended up being microservices.
Microservices grew from the desire for speed and agility and to deploy teams
independently.

Microcomponents are made loosely coupled thanks to their exposed APIs, which can be
continuously integration tested. With microservices' continuous release cycle, changes are
small and developers can rapidly exploit them with a regression test, then go over them
and fix the defects found, reducing the risk of a flawed deployment. This results in higher
velocity with a lower associated risk.

Owing to the separation of functionality and the single responsibility principle,
microservices make teams very productive. You can find a number of examples online
where large projects have been developed with very low team sizes, such as 8 to 10
developers.

Developers can have better focus with smaller code bases and better feature
implementation, leading to a higher empathetic relationship with the users of the product.
This conduces better motivation and clarity in feature implementation. An empathetic
relationship with users allows for a shorter feedback loop and better and speedier
prioritization of the feature pipeline. A shorter feedback loop also makes defect detection
faster.

Each microservices team works independently and new features or ideas can be
implemented without being coordinated with larger audiences. The implementation of
endpoint failure handling is also easily achieved in the microservices design.

At a recent conference, a team demonstrated how they had developed a microservices-
based transport-tracking application for iOS and Android, within 10 weeks, with Uber-type
tracking features. A big consulting firm gave a seven-month estimation for this application
to its client. This shows how the microservices design is aligned with agile methodologies
and CI/CD.

So far, we have discussed only the microservices design—there are also nanoservices,
teraservices, and serverless designs to explore.
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Nanoservices

Microservices that are especially small or fine-grained are called nanoservices. A
nanoservices pattern is really an anti-pattern.

In the case of nanoservices, overheads such as communication and maintenance activities
outweigh its utility. Nanoservices should be avoided. An example of a nanoservices (anti-)
pattern would be creating a separate service for each database table and exposing its CRUD
operation using events or a REST API.

Teraservices

Teraservices are the opposite of microservices. The teraservices design entails a sort of a
monolithic service. Teraservices require two terabytes of memory, or more. These services
could be used when services are required only to be in memory and have high usage.

These services are quite costly in cloud environments due to the memory needed, but the
extra cost can be offset by changing from quad-core servers to dual-core servers.

Such a design is not popular.

Serverless

Serverless is another popular cloud architecture offered by cloud platforms such as AWS.
There are servers, but they are managed and controlled by cloud platforms.

This architecture enables developers to simply focus on code and implementing
functionality. Developers need not worry about scale or resources (for instance, OS
distributions as with Linux, or message brokers such as RabbitMQ ) as they would with
coded services.

A serverless architecture offers development teams the following features: zero
administration, auto-scaling, pay-per-use schemes, and increased velocity. Because of these
features, development teams just need to care about implementing functionality rather than
the server and infrastructure.
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