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The main focus of the thesis was to learn and develop a full-stack web application using MERN 
stack (MongoDB, ExpressJS, ReactJS and NodeJS) with the use of modern practices. 
 
The thesis walks through the introduction and key concepts of MongoDB, ExpressJS, ReactJS, 
NodeJS along with Redux and different node packages before putting the knowledge to create 
the application. The process of creating the application is followed closely from its initial idea 
through to the end of the development and implementation phase.  
 
As a result, a functional backend was created and tested along with a simple user interface to 
manage the app which was the objectives of the thesis. 

This thesis acts as a brief guideline on developing a full-stack MERN web application.  
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1 INTRODUCTION 

Web technology is growing tremendously as there have been significant developments 

in the past few years which have made developers work easier and more convenient. 

When the Internet began in 1989, many developments and changes have occurred in 

web technologies. In the first years of the Internet in 1993, the web was introduced and 

is called HTML (Hyper Text Markup Language) (Jacksi and Abass, 2019). After a few 

years later in 1996 CSS (Cascading Style Sheets) were introduced as a means of styling 

web pages. However, both technologies are still in practice on every web page today. 

Today, developers are provided with so many services and options to play around web 

technologies. While in the past HTML, CSS, JavaScript was used as options for web-

design. Many frameworks and libraries have been developed to create a web page 

following certain patterns. In the end, all of them are focused to develop good looking, 

reliable and functional web applications. 

However, due to the availability of many options, choosing an appropriate stack leads to 

confusion. Out of different stack available today, MEAN (Mongo DB, Express JS, 

AngularJS, and Node) and MERN (Mongo DB, Express JS, ReactJS and Node) are the 

most popular stacks around JavaScript. Both stacks are open source and offer an end-

to-end framework to build comprehensive web apps that enable browsers to connect 

with databases. Any syntax errors or any confusion can be avoided by just coding in one 

programming language, JavaScript. Another advantage of building web projects with 

MEAN or MERN is the fact of its enhanced flexibility (Bhardwaj, 2018).  

The thesis will explain the process of development of full-stack web application with best 

practices of MERN stack such as reusability of JavaScript components, usage of React 

hooks, MVC pattern (Model View Controller) and many more from scratch. The thesis 

starts with a brief introduction of each tech Stack and then proceeds with the detailed 

implementation of each of the Stack processes. A prototype of an application is 

developed to demonstrate the implementation of different forms of JavaScript being used 

to form a single page web application.  
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2 INTRODUCTION TO FULL-STACK WEB 

DEVELOPMENT WITH JAVASCRIPT  

A full-stack is a combination of front-end and back-end. Front-end generally refers to the 

portion of the application the user sees or interacts with, and the back end is the part of 

an application that handles the logic, database interactions, user authentication, server 

configuration, and so on. A full-stack application can be in any form like a web 

application, mobile application, or some other application. A web application is a creation 

of application programs that are delivered to the users' devices over the use of the 

internet. The web application is accessed through a network and does not need to be 

downloaded. An end-user can access a web application through web browsers such as 

Google Chrome, Safari, or any other browsers. 

Web technology is growing tremendously, and there has been a creation of different 

stack for developing a full-stack web app. Among them, JavaScript is one of the dominant 

programming languages in web development, that has been around for over 20 years.  In 

the mid-2000s, the shift from websites to web applications, along with the release of 

faster browsers. JavaScript developers created libraries and tools that shortened the 

development cycles, giving birth to a new generation of even more advanced web 

applications which in turn created a continuous demand for better browsers. The real 

revolution began in 2008, when Google released its Chrome browser, along with its fast 

JIT- compiling V8 JavaScript engine. Google’s V8 engine made JavaScript run so much 

that it completely transformed web application development (Haviv, A., 2014).  

Since JavaScript supports both client-side and server-side, it has several benefits over 

choosing different languages for client-side and server-side. With the knowledge in a 

single programming language, JavaScript one can build a full-stack web application. It is 

a good stack for developing a dynamic and high performing application. The JavaScript 

codes are reusable, they have good tutorials, they are relatively easy to learn and 

implement, numerous resources can be found in Stack Overflow and GitHub projects, 

they offer faster development, great distribution through npm. Similarly, JavaScript 

versions are updated annually by ECMA (ECMA International – European Association 

for Standardizing Information and Communication) (Haviv, A., 2014). 
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Figure 1. Stack Overflow Developer Survey Results from 2019 (Stack Overflow 

Developer Survey 2019, 2020).  

As illustrated in Figure 1, 67.8 percent of the total surveyed listed JavaScript as the most 

used technology. This clearly shows that JavaScript is one of the most popular 

programming languages. Languages like PHP, ASP, Ruby, and Python are among the 

early server-side languages. Lately, JavaScript has made possible to create full-stack 

combining all the factors like a client-side user interface (UI), server-side communication, 

server, and database to interact to make a complete package for web development.  

MEAN and MERN are the most common stacks of JavaScript today. Both stacks are 

similar only the front-end portion is different i.e. React library and Angular framework. As 

React, is one of the popular among single page front-end libraries of JavaScript that 

makes rendering part of the page easier without refreshing the page hence was chosen 

for the thesis.  
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Figure 2. Comparison Table of MERN and MEAN stack (Bhardwaj, 2018). 

As in Figure 2, React uses virtual DOM while Angular uses Regular DOM similarly, the 

templating of the React is in JSX whereas the Angular has in HTML. The MERN stack 

was chosen due to its popularity for having an advantage in the above-mentioned table 

attributes. Therefore, the thesis is focused on developing a full-stack using MERN stack. 
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3 TECHNOLOGIES AND CONCEPTS 

As briefly discussed above MERN stack consists of four independent frameworks and 

libraries, MongoDB, ExpressJS, ReactJS and NodeJS which supports MVC architecture 

to make the development process flow smoothly. MongoDB plays a role for database 

management, while NodeJS and Express are used for building routes and APIs in the 

backend and ReactJS is used in the frontend. The connection between them is made 

(The Modern Application Stack – Part 1: Introducing The MEAN Stack | MongoDB Blog, 

2020). Each of the technology is used to develop an application and each technology 

will be explained in deep in the coming chapters. 

 

Figure 3. Full-stack MERN architecture. 

3.1 Front-end Framework 

3.1.1 ReactJS 

React is one of the most widely used open-source, declarative, efficient, and component-

based JavaScript libraries that helps to build interactive UI where all the components are 

reusable and can be applied for multiple projects. It was developed by Facebook's 

engineer and is continuously handled and updated by Facebook and the users around 

the globe. React is mainly concerned with re-rendering data of the DOM. It requires 

additional libraries for the management, route handling and API interaction. 
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Comparing with another front-end framework i.e. Angular, React uses views that make 

code more predictable and easier to debug. It also helps to update DOM efficiently and 

render the right components when the data changes. 

 

Figure 4. A simple React Component. 

The above snippet Figure 4 implement a render() method that takes input data and 

renders the display. A div tag with the content of plain text "Hello, John" will appear in a 

DOM-element with the id "mydiv". The above code uses an HTML like syntax called JSX 

which is a syntax extension to JavaScript. Input data that is passed into the component 

can be accessed by render () via this.props() (Elboim, 2017). 

React components are small, reusable pieces of code. They return a React element to 

be rendered to the page. It is also a normal JavaScript function that takes input or props 

which is mean to be properties. 

Components can return other components, arrays, strings, and numbers and, can be 

either functional or class-based, with or without states. Normally, functional components 

do not have any states in them while stateful components can holds states and pass on 

properties to the child-components. Class components can have lifecycle methods and 

hence they can make changes to the UI and data. There is a rule that is applied for 

writing component names. The component name should always start with a capital letter 

(Elboim, 2017). 
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React Hooks 

Hooks were introduced to React in version 16.8 that enable the execution of custom 

code in a base code. Reacts Hooks are special functions that allow to “hook into” its core 

features. It provides an alternative to write class-based components by allowing to 

handle state management from functional components. 

Even though component-oriented architecture allows reusing views in the application, 

one of the biggest issues a developer meets us how to use the logic located in the 

required component state between other components. Where there are components with 

similar state logic, but no good solutions to reuse the logic, the code in the constructor 

and life cycle methods can be duplicated. To fix this developer usually use high-order 

components and render props (Introducing Hooks – React, 2020).  

Hooks are aiming to solve the issues allowing writing functional components which have 

access to state, context, lifecycle methods, refs etc. without writing React Classes 

(Introducing Hooks – React, 2020). An example of React hooks can be observed in 

Figure 5.  

 

Figure 5. Example of usage of React Hooks (Introducing Hooks – React, 2020). 

In the above code, the class Component is replaced with a functional component, the 

local state is removed and instead the new “useState” function is used.  
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Hooks are used in functional component to use state, useState() hook is used,  while to 

replace life cycle methods like componentDidMount() or componentDidUpdate(),  

useEffect() hook is used. 

3.1.2 Redux 

As the data is stored in states among components in React, handling big scale 

application data becomes difficult and gets complicated. These states can include server 

responses and data, as well as locally created data. UI state is also increasing in 

complexity, so as we need to manage active routes, selected tabs, spinners, pagination 

controls and so on. To tackle all the big complications Redux is applied (Redux, 2020). 

Redux is composed of 3 core principles; state to store necessary data, action to dispatch 

changes made to the state and a reducer to make changes. When a user creates an 

event, actions are dispatched to the central store. Actions are the only information that 

the store receives from the user. This makes reducers fire a method on the previous 

state depending upon the action received from the store. It also decides the fate of the 

old state. 

 

App's state is mainly described as a plain object. For example, the state of people is 

presented below. 

 

Figure 6. Example of state in Redux. 
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As states in redux are changing, an action is dispatched containing the payload and 

reducer takes the role of making the changes to our state. All the state in an application 

is stored in Redux as a single object. Reducers take an action and decide what method 

to be implemented or deleted depending upon the action that is being dispatched. This 

is the only way the new state gets produced every time (Redux, 2020). 

 

Figure 7. Example of action creator and reducer in Redux.  

After the state is changed Reducer will not alter the state directly. A copy of the state is 

created, and a new person is added to the state. This principle of the redux is to directly 

avoid the mutation of the previous state (Redux, 2020). 

3.2 Back-end Framework 

3.2.1 NodeJS 

Node.js is the currently most popular open-source web server environment that allows 

JavaScript code to be able to run outside of web browsers. It creates a dynamic web 
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page by helping JavaScript to write command-line tools and server-side scripting before 

the page is sent to the user's web browser (Express/Node introduction, 2020). Node.js 

is suitable for the foundation of a web library or framework because it has an HTTP a 

first-class citizen in Node.js, designed with streaming and low latency. It uses a Google 

Chromes v8 engine to execute the JavaScript. NodeJS, in general, makes developing 

cross-platform, server-side and networking applications much easier (Chettri, 2016).  

 

Node has earned a good reputation in the tech industry in a short period. It plays a big 

role in the technology stack of high-profile companies who depend on its unique benefits. 

Microsoft Azure users are provided with end-to-end JavaScript experience for the 

development of a whole new class of real-time applications. The locking and concurrency 

issues of eBay were freed by Node’s multi-threaded asynchronous I/O. The entire mobile 

software of LinkedIn is completely built-in Node (Martonca, 2015). 

PayPal after shifting to Node from Java for their existing projects saw significant 

improvements over Java. The re-written app using Node was delivered in half the time 

with less manpower and fewer lines of code. Hence, PayPal saw their development and 

product performance increase dramatically after switching to Node from Java (Anderson, 

2014).  

One great advantage of NodeJS is the event-driven architecture which allows program 

code to be executed asynchronously. The most common tasks for servers include 

answering queries, storing data in a database, reading files from hard drive, and 

establishing connections to other network components. All these actions are grouped 

together under the category I/O. In a programming language like C and Java, I/O is 

executed synchronously. This means that tasks are performed one at a time and moves 

to the next task after completion of the first task. However, Node uses an asynchronous 

I/O, with which read and write operations can be delegated directly to the operating 

system or database. This makes possible for many I/O tasks to be carried out parallel to 

one another, without any blockage. In some cases, this can prove to be a great 

advantage when it comes to the speed of the NodeJS and JavaScript-based 

applications.   

NodeJS also provides tools and functions like NPM and “require”, that help to manage 

third party libraries like Mongoose and Express to make the development faster and 

efficient. NPM is the default package manager which comes with the Node environment. 

Such tools help to load inbuilt node modules into the applications (Chettri, 2016). 
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Figure 8. Simple web server. 

In the above code, a request is made to the server. When the code runs, the message 

“Server is running on port 3001” is displayed in the console. When visiting the browser 

address http://localhost:3001: “Hello World” message is displayed (Fullstack part3 |, 

2020).  

3.2.2 ExpressJS 

Express is a Node.js web application framework that boosts the features of web, mobile 

API applications, and APIs. Many libraries have been developed to ease sever side 

development with Node, by far the most popular intended library for this purpose is 

express. The third-party middlewares are installed to extend the functionality of the 

express application and add features as required (Fullstack part3 |, 2020).  

In Express middleware is executed from top to bottom in the request-response cycle. 

Each middleware has access to the request and the response object as well as a next 

function which are passed from one middleware to another. The middleware takes the 

request, executes the code inside, changes the request and response objects and calls 

the next function which activates the next middleware in the queue. An express 

application can have access to the application-level middleware, router-level 

middleware, error-handling middleware, built-in middleware, and third-party middleware. 

In application-level middleware app.use() and app.method() functions are used where 

‘method’ is an HTTP verb that is being executed. The router-level middleware is bound 

to an instance of the express router. Error-handling middleware is around the object and 

takes four arguments, error, request, response, and next objects. “Express.static” and 

http://localhost:3001/
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“express.json” files are served statically and parse the incoming request to JSON 

respectively in built-in middleware. Different functionality of the express application can 

be extended either by logging in the information about the incoming request or parsing 

the cookies (Fullstack part3 |, 2020).  

Furthermore, routers in express divide the application into several mini express 

applications and combine to form an express application. The express server is 

composed of an HTTP verb (GET, POST, PUT, DELETE). The same server creation 

from the above code (Figure 7) can also be done with express. In express callback 

functions are specified to the routing where callback functions can be used as 

arguments. Callback functions are called by using the next() method to move on to 

another callback function.  

 

Figure 9. Example of a server built with Express. 

This thesis demonstrates more about express in the development phase for adding 

different functionalities like building the routes APIs, use of all the HTTP verbs and for 

user authentication.  

3.3 MongoDB and Mongoose 

3.3.1 MongoDB 

MongoDB is an open-source, cross-platform database that encompasses a wide variety 

of different database technologies designed to fit into modern applications. MongoDB 

uses JSON like files schemas, meaning data are stored as documents or collections 

which can be strings, numbers, floats and even arrays and objects. MongoDB is also 

known as NoSQL database; it allows the insertion of data without interrupting the service 
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and provides the real-time application changes. Due to the vast complexity in web 

development and usage, the relational database cannot cope with the scale and agility 

challenges of modern applications. When comparing relational database to NoSQL, the 

NoSQL database has better performance and is more scalable. In this thesis, there is 

the use of the NoSQL database, which is MongoDB for the fast development, code 

integration and for less database administrator time (MongoDB System Properties, 

2020).  

Despite having so many advantages, MongoDB also has some drawbacks, as MongoDB 

stores key names for each value pairs due to no functionality of joins there is data 

redundancy which results in unnecessary consumption of memory. There is a limit for 

document size not to exceed 16MB. Also, the nesting of documents is not allowed to 

have more than 100 levels. However, the ability to store any kind of data without 

structuring any rule, governing the relation can be a strength at times. Applications can 

be built using any platforms and provide the preferred data-structure (MongoDB System 

Properties, 2020). 

3.3.2 Mongoose 

Mongoose is a query language to communicate between the server and the database 

and performs reading, writing, updating and deleting operations of the data. It is an 

Object Data Modeling (ODM) library for MongoDB and NodeJS which provides schemas 

to model application data which therefore cleans up the ambiguity of databases. It 

enforces a standard structure to all the documents in a collection using schema. It also 

validates the stored data in the documents as well as allow only valid data to be saved 

in the database. Overall Mongoose provides all the features to the MongoDB including 

query building functions and business logic in the data (Mongoose ODM v5.9.12, 2020).  
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4 PROJECT IMPLEMENTATION 

Developers Connecting Application (DEVAPP) is a web application project designed 

using the MERN stack which facilitates the user to create a resume profile and other 

features. This thesis guides the process of making a managed resume of developers 

who are looking to create a profile. The sole function of the app is to help the developers 

create a nice-looking profile. There is a dashboard where the users must sign up first 

and later, they can log in and create own profile. In the dashboard, a normal user without 

registering into the application can view the profile of users who have already created 

the resume in the system. The app has features like view profile, edit-profile, add-

education, and add-experience. Also, users are facilitated with the options to delete their 

profile permanently. By creating a profile user can give and take the feedback on own's 

and other developers profile. Users from anywhere can be connected by resume. Also, 

this thesis could be a good social networking site like other social sites. These are the 

only feature the app included for now and other features or improvements will be 

considered if the application continues to be developed. The architecture of the project 

is shown below. 
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Figure 10. The architecture of the project. 

4.1 Development Environment Setup 

It is always important to choose the right tools and a suitable environment to perform any 

kind of task. A combination of such tools and environment increases the efficiency of 

work, increases productivity, and saves a lot of time. Choosing a comfortable stack is 

also one of the keys to succeed in the development process and make it easier. 

The application was entirely developed in MacBook Pro 2018 with macOS Catalina 

10.15.3 as the operating system. Besides, several third parties’ tools and software were 

used to make the development process easier and get an expected result.  
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Visual Studio Code was used as a code editor for this project. VS Code is an open-

source project spearheaded by Microsoft, which was first released in 2015. Since then it 

has become one of the most popular code editors among the developers. VS Code is a 

great package starting from setup, adopting UI for showing the content of files, 

customizable settings, debugging a NodeJS web app to the deploying of the web 

application to the cloud (Code, 2020).  

4.1.1 Version Control System (VCS)  

Version control is a component of software configuration management, that keeps a 

record of changes to a document or set of documents over time so the specific versions 

can be recalled later. Changes are identified by a number or letter code, which is termed 

as “revision number”, “revision level”, or simply “revision”. For instance, an initial set of 

files is “revision 1”. When the change is made, the resulting set is “revision 2” and so on.  

“Each version is associated with a timestamp and the person making the change. 

Revision can be compared, restored, and with some types of files, merged” (Blischak, 

Davenport and Wilson, 2016). Version control makes a group or team working together 

on a project easier to collaborate. There are many different version control systems 

available which are Git, SubVersion, Team Foundation Version Control and so on. Git 

one of the most common version control system and was chosen for the project as this 

is a distributed version control system which emphasizes on speed, data integrity and 

support for distributed non-linear workflows (Blischak, Davenport and Wilson, 2016). 

The advantage of Git is that it provides backups by the nature of its design. Whereas 

other VCSs have a ‘single source of truth’, every Git repository stores the entire 

repository. Typically, developers have a working copy of a repository which is stored 

locally on their computers, as well as one repository stored in a Git cloud provider such 

as GitHub, GitLab or BitBucket.  

4.1.2 Framework Installation and Node Packages 

Node Package Manager (NPM)  

NPM is a package manager for the JavaScript which is included as a recommended 

feature in Node.js installer (About npm | npm Documentation, 2020). It also shares and 
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borrows packages by developers, developers can reuse other work which normally 

comes in packages. Each package is a collection of codes that are maintained and 

managed by a package management system. NPM also installs and updates the 

packages automatically. NPM consists of three distinct components: the website, the 

command-line interface (CLI) and the registry. Developers use the website to discover 

packages, CLI runs from terminal to interact with NPM and registry is a large public 

database of a JavaScript software and the meta-information surrounding it. NPM is the 

default NodeJS package manager.  

NodeJS  

The NodeJS version 12.13.1 was installed from the official website in the macOS. The 

application was initialized using the command “npm init”. The name of the application, 

version, and description of the project was specified during the installation. A file name 

“package. json” was generated automatically with the information provided during the 

installation.  

ExpressJS   

After installing NodeJS, Express framework version 4.17.1 was installed globally with the 

command “sudo npm install -express -save -g”.  

MongoDB 

MongoDB can be installed locally to the machine the application is being developed on 

or directly to the MongoDB Atlas as a cloud solution. An Account was created in 

MongoDB website. A free MongoDB cluster was set up after creating a new project. 

Apart from this, read and write access to the database was created which was used in 

the NodeJS application to read and write the data from and to the database. Also, the 

current IP address of the machine was added to the IP whitelist so that the app can 

communicate with the server. Finally, the MongoDB driver was installed in the application 

using the command “npm install mongodb –save”. 

The overview of a MongoDB cluster for the application is presented below. 



23 
 

TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Samikshya Aryal 

 

Figure 11. A screenshot of MongoDB Atlas of the application. 

Mongoose 

The further step is to make use of mongoose to make server and database communicate 

with each other. The mongoose was installed using the command npm install mongoose 

–save to get the latest version, the version available at the time of installing was 5.8.1. 

The database connection was created between the application and the server using the 

URL, username and the password created while setting up the MongoDB Atlas. Besides, 

the required schemas and models were created which will be discussed later in chapter 

4.2.2.  

ReactJS  

The React version installed during the process of development of the project was 

16.12.0.  As React represents the abstraction of client-side used, it was used to develop 

a user-friendly interface of the application. Also, to reduce the stress of doing CSS styling 

from scratch and to re-use all the components within the project React was used.  

Along with React, Redux was used to manage the states as the application is big enough 

to and states were difficult to handle only with React. React Hooks were also used to 

abandon the use of Class Component in favour of Functional Component. 
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Besides, other node packages were installed in the project to provide more features and 

make the development process easy. Some of them are discussed below.  

Nodemon concurrently  

Nodemon concurrently is a tool that helps to run more than one command inside the 

terminal. This tool is handy when running front end and back end of the project 

simultaneously (concurrently, 2020).  

Bcrypt  

Bcrypt package was installed using the command “npm install bcryptjs”. This package 

was used to store a password into the database in a secured way. Bcrypt has two 

methods, Salt hashing and Gen hashing to hash the password (bcryptjs, 2020).  

Express Validator 

Express Validator is one of the many npm packages for validating a request of an 

express application. It was installed into the application by using the command “npm 

install express validator” (express-validator, 2020).  

4.2 Application Logic 

In the development phase, all the tools and packages were installed in the beginning. 

After the initial setup of the application, actual coding was started. Below is the snippet 

of the final files and folder structure of the application.  
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Figure 12. The files and folder structure of the application.  
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In the above folder structure of an application, there are two folders “client” and “routes”. 

Client folder contains all the files and folders of the front end while routes folder contains 

all the files and folder of backend. The main source code is located under the “src” folder 

from the default, auto-generated ReactJS “node_modules”. The entry point of the project 

is in the “App.js” file where the initialization of the global state is happening. The role of 

each of the folder will be discussed more later.  

4.2.1 Authentication Handling 

Authentication is the process of verifying the identity of a user who is accessing the 

application. Users can verify themselves to the server with the simple login form, and 

also with various identification system like fingerprint, voice, face recognition or by retina 

scans. However, the most common, simple, and cheap form for verifying the authenticity 

of a user in web applications is via the login form. All the authentication in this app is 

handled by JWT. In the beginning, the user has to create an account with some basic 

information like email and password which is encrypted, and the information is saved in 

the database. Each time user logs in using their credentials, a JWT is sent back. Every 

API call from the client-side requesting permission to access the protected route must 

have an Authorization header with a JWT attached, which gives the data of the person 

that makes the request and checks if they have permission (JWT.IO - JSON Web Tokens 

Introduction, 2020). This is facilitated by custom-Middleware folder in the root, that 

intercepts the request and checks if it passes the conditions to receive the response from 

the server. If there is no token at all, the route is protected using middleware and an error 

message pop up in the screen. Also, if there is a token and is not valid, again error 

message is thrown. And if the token is valid, it is decoded, and it is set in a req.user and 

can be used in any of the protected routes. The session is destroyed once the user logs 

out of the application or when the browser is closed (JWT.IO - JSON Web Tokens 

Introduction, 2020). 
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Figure 13. Validation of JWT 

4.2.2 Models 

Models were created to define a standard structure for the documents being stored in a 

specific model. The application mainly consists of two models, Profile and User. The 

profile model and the user model store the collection of profile documents and user 

documents, respectively. Below is the user model and is exported to be used in the other 

parts of the application.  

 

Figure 14. User model. 

In the above figure, an instance of mongoose's schema is formed and named 

userSchema. The schema represents the structure of a single document in a collection. 
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The example of JSON with different keys that the user has filled when signing up in the 

app is presented below. 

 

Figure 15. Example of user document in JSON. 

After successful registration, users can create a profile using their credentials and the 

profile is saved into the database. The profile model is presented below. 



29 
 

TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Samikshya Aryal 

 

Figure 16. Profile model. 

The profile model has a similar pattern as the user model but contains more keys. Keys 

like a user, company, website, location, status, skills, bio, GitHub username, experience, 

education. When creating a profile, the user must fill all the keys. The user model is then 

exported to the backend in the file called profile.js. Different routes were created in the 

profile.js which will be elaborated in the coming chapter.  

The user must fill all the keys in the front end to create a profile. The JSON is then saved 

in the database. Keys like skills, experience, education and GitHub username are in the 

Array form.  JSON of the user profile is presented below.  
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Figure 17. Screenshot of User Profile in JSON format from the database. 

4.3 Back-end Logic 

After successful registration in MongoDB, mongoose package is used to make a 

connection to Mongo URI. Combining with express.js. the following code is a main entry 

file of server:  



31 
 

TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Samikshya Aryal 

 

Figure 18. Server implementation with Node.js and mongoose. 

Stored in .env file as an environment variable, MongoDB URI is connected by mongoose 

and permits us to all the collections in the database. All the endpoints are accessed in 

server.js and all those endpoints are happening in front-end of the application. 

4.3.1 Routes 

The 'routes' folder consists of all the server-side logic of the application. Some of the 

routes were made private meaning that the user has to login to the application so view 

those routes. The REST APIs, as well as the routing, are being implemented in this 

section. The 'auth.js' and 'users.js' file contains the logic and the route for all the user-

related activities like register and login page, saving the registered user to the database 

and checking the information whenever the same user tries to log in to the application. 

Similarly, 'profile.js' and 'posts.js' have different logic and routes handling the user's 

profile and post element which is explained more in detail later. 
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Table 1. List of all the routes created for an authentication process. 

Route Purpose 

/api/users POST save (register) a new user: name, 

email, password in the database. 

/api/auth POST authenticate a user and get token 

/api/auth GET test the routes for authenticated 

users 

 

In the dashboard, an app must allow users to sign up and sign in. 

Profile.js file in the routes folder is responsible for all the logic for the user’s profile like 

adding education, editing profile and other functions. The routes created in profile.js is 

presented below. 

Table 2. List of all routes for users’ profile. 

Route Purpose 

/api/profile/me GET gets the logged-in users’ profile 

/api/profile POST create/update a profile 

/api/profile GET gets all the user’s profile 

/api/profile/user/:user_id GET gets profile by user-id 

/api/profile DELETE users, profiles. 

/api/profile/experience PUT adds profile experience 

/api/profile/education/ PUT adds profile education 

/api/profile/experience/:exp_id DELETE profile experience 

/api/profile/education/:edu_id DELETE profile education. 

/api/profile/github/:username GET users repository from GitHub. 

 

In the above table, the REST APIs were created accordingly to get the expected result. 

Each of the APIs was tested using Postman in the initial phase and troubleshooting was 

done to get the expected result. The process of testing of API will be explained in next 

chapter. GitHub API was the only fetched API to get the information of the user's recent 

five git repositories. The picture below is the code to show the fetched API of GitHub. 
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Figure 19. Fetching GitHub API to get user’s recent five git repositories. 

4.3.2 Testing APIs with Postman 

Postman is a client tool for performing integration testing of API. API testing involves the 

collection of APIs and checking if they meet expectations for functionality, reliability, 

performance and security and returns the correct response (10 API Testing Tips for 

Beginners (SOAP & REST) | Complete Guide, 2020). API testing helps to determine if 

the output is well structured and useful to another application. It also checks the response 

based on the request parameter and calculates the amount of time the API takes to 

retrieve and authorize the data. It also has a feature that enables to test the same request 

over different environments with different specific variables.  

All the API's in the application were tested in the postman by sending a request to the 

webserver and getting the response back. It works in the server-side and makes sure 

that each API endpoint is working as expected. In the postman, the user has to create a 

request and postman look at the response to check the element that the user is looking 
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for. Postman’s test is against the JavaScript code that runs after a request is sent and 

the response has been received from the server. 

Postman provides a collection of API calls, and one has to follow the collection of API 

calls for testing APIs of application. An API response consists of the body information, 

headers, and the status code. A request like Add, Delete and update can send 

parameters, authorization details, or any data that are required. When the request is 

made, postman displays the response received from the API server in a way that lets 

response to examine, visualize and if necessary, troubleshoot (Responses, 2020). User 

can save all the responses of a request and can be reloaded whenever is necessary. 

The postman body tabs consist of several tools to help understand the response quickly. 

The pretty model formats JSON and XML responses so they are easier to view, the raw 

view is a large text area with a response body, and it can be minified. Similarly, the 

preview tab renders the responses in a sandboxed iframe. Headers are displayed as 

key-value pairs under the headers tab with the description of the header according to the 

HTTP specification. Also, postman breaks down the size of the responses into the body 

and headers which are approximate (Requests, 2020).  

Different request methods are available in the Postman. Below are the main four request 

methods frequently used in the application.  

POST Request => For Creating or Updating data, 

PUT Request => For Updating data 

GET Request => For retrieving/Fetching data and  

DELETE Request => For Deleting data 

4.4 Front-end Logic 

The majority of UI and logic related components responsible for various functions are 

kept in the “components” folder. ReactJS heavily rely on component-driven 

development; hence everything is componentized, such as the dashboard, landing page, 

Navbar, login, register and profile. The component-driven approach allows moving 

components around with ease and speeds up the development.  
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As described previously in this thesis, React hooks are the new way of developing 

ReactJS application, allowing class components to be abandoned and clean functional 

components to be utilized instead. React components with rich UI designs are lengthy, 

only reducers and actions and some screenshots of the app on a browser will be shown 

to demonstrate the logic and results. 

Register 

 

Figure 20. Action creators for signing up. 

 

Figure 21. Reducer for signing up. 

When user requests for signing up, providing all form's validations passed register 

function is called. The user loaded action creators are dispatched immediately. This 
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passed a new state to the reducers and implies that the app is doing some asynchronous 

work which requires waiting time. 

During this time, a POST request to /api/users is made. It contains the data from the 

sign-up form that the user just submitted. The alert message pops up in the screen if any 

of the value on the form is missing. The function is wrapped in a try-catch block, which 

throws any errors in red text that may happen during the request. If there are no errors 

register success is dispatched. This stopped the fetching process and then redirect the 

user to the dashboard where create profile massage is displayed and following the link 

user is then redirected to the create-profile page. Else, when an error occurs, register fail 

is dispatched and a message appears on the screen. 

Sign In 

The sign-in process also follows the same pattern as sign up. 

 

Figure 22. Action creator for signing in. 

All the permission to access the authorized routes are done from here. After a successful 

sign in using email and password, JWT is set to the local browser. If the login is failed a 

message is thrown. 
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Sign Out 

 

Figure 23. Action creator for signing out. 

Sign out is the reverse version of sign in. JWT is removed from the local storage. User 

is then redirected to the main page to let the user knows that the user is logged out 

successfully from the app.  
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5 RESULTS AND DISCUSSION 

The prototype application for demonstrating the use of Full Stack JavaScript was 

developed successfully. NodeJS with ExpressJS and several other tools were used for 

developing the backend while ReactJS was used for developing the front end. A NoSQL 

database, MongoDB along with Mongoose was used for storing the data into the 

database cloud.  

 

Figure 24. The landing page of the application. 

A simple landing page of the application is shown in Figure (24). It has a different 

navigation bar to navigate different pages of the application like login, register and 

developers bar. However, some pages of the application can be accessed only by 

logging in to the application. The home page allows users to see the profile of other users 

who have already created a profile in the application. All the components in the 

application were designed in-order them to fit in the size of the end-user screen. All the 
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contents are mostly rendered conditionally from a single main component App.js, in the 

application. Different pages are redirected after the authentication.  

 A view of the login system of the project is presented in Figure 25.  

 

Figure 25. Login view of an application. 

A view of the login system is displayed in Figure 25. More features like Add-education, 

Add-experience and Delete account can be found in the dashboard of a user. A view of 

user dashboard is presented below. 
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Figure 26. A view of user dashboard with different features. 

As seen in Figure 26 user can update the profile and logout from the system or delete 

the account permanently. 

The MERN Stack proved to be one of the best stacks to develop a full-stack application. 

The learning and developing of the application were a great experience using the most 

popular stack. The end product was a site for creating a portfolio. Users were able to 

register in the app’s system and, were able to create a portfolio by filling the forms 

accordingly. Users were also able to edit and update their profile. App has a public route 

where user can view the profile of all the users who have created a portfolio in the 

system. Overall, this application fulfilled CRUD operations. It explains on creating routes 
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and APIs using Express on NodeJS framework. Briefly defines the attachment of 

MongoDB and its benefits. Moreover, MongoDB uses JSON format to store data which 

is easy an easy way to transfer data and work on it. Apart from this, NodeJS, ExpressJS 

and MongoDB being a popular technology, it has a huge community in case of any 

difficulties.  

 

The prototype built is stable but must be treated with care if deployed in production since 

there are still some areas for improvement. For example, testing of the application is still 

missing. Selecting the appropriate tools for the testing must be done. Besides, new 

features could be implemented such as setting a profile image. If properly nurtured, this 

application could be a success and widely adopted by multiple companies in Finland. 
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6 CONCLUSION 

This thesis aimed to study and build a full-stack web application that utilizes the power 

of JavaScript under MERN stack and develop a prototype based on it. Each technology 

required a significant amount of time to study in detail and to put the idea into 

implementation. The core concepts and main benefits of using the stack are heavily 

discussed followed by the in-depth explanation of the implementation process. 

The prototype built was an application for creating a portfolio. Users were able to register 

in the web app by creating an account and logging in with their credentials into the 

system. There were protected routes so only the registered users could create a portfolio 

by filling in the form and were able to perform Create, Read, Update and Delete (CRUD) 

operations. A normal user who is not logged in can access the profile of other users who 

created the profile in the system. However, that user is restricted to use other features 

of the application like creating a profile directly without registering and performing CRUD 

operations. The frontend of the application was done using React and Redux. The latest 

feature of React which is React Hooks was also implemented and the application was 

made responsive using a media query.  

Last but not the least, the thesis is the documentation of key concepts of MERN stack 

and its implementation for full-stack web development, it does not explain the suitability 

of MERN as the best solution for developing large enterprise solutions. NodeJS is unable 

to tackle tasks that require heavy data processing and computational power but having 

said so, Node has evolved in short space of time and with the backup of good community, 

it will only continue to gain more popularity. 
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