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Preface

This book will introduce you to the development of microservices with Rust. I started using
Rust not that long ago, back in 2015. It had only been a couple of months since the release of
version 1.0 and, at that time, I didn't think that this tool would usher in a silent revolution
that would disrupt the traditions associated with system programming, which, at that time,
was tedious and in no way fashionable.

Maybe I'm exaggerating a little, but I have witnessed how companies stopped using the
customary tools and began rewriting parts of their products or a number of services in
Rust, and they were so happy with the outcome that they continue to do so time and again.
Today, Rust is an important part of blockchain initiatives, the flagship for WebAssembly,
and is an awesome tool for developing fast and reliable microservices that utilize all
available server resources. Consequently, Rust has transformed itself from a hobby tool for
curious developers into a strong foundation for modern products.

In this book, we will learn how to create microservices using Rust. We begin with a short
introduction to microservices, and discuss why Rust is a good tool for writing them. Then,
we will create our first microservice using the hyper crate, and learn how to configure
microservices and log activities. After that, we will explore how to support different
formats of requests and responses using the serde crate.

Who this book is for

This book is designed for two categories of reader—experienced Rust developers who are
new to microservices, and advanced microservice developers who are new to Rust. I've
tried to cover the ecosystem of useful tools and crates available for Rust developers today.
This book describes the creation of microservices, from high-level frameworks to
constructing low-level asynchronous combinators that produce responses with minimal
resource blocking time. This book aims to allow you to find the solution to a specific task.

To be able to understand the topics covered in this book, you need a solid background in
the Rust programming language (you should be able to write and compile applications
using cargo, understand lifetimes and borrowing concepts, know how traits work, and
understand how to use reference counters, mutexes, threads, and channels). If you are
unfamiliar with Rust, take the time to understand these concepts before reading this book.



Preface

You also have to know how to write a minimal backend working on an HTTP protocol. You
have to understand what REST is, and how to use it for applications. However, you don't
have to understand how HTTP/2 works because we will use crates that provide
abstractions agnostic to specific transport.

What this book covers

Chapter 1, Introduction to Microservices, introduces you to microservices and how they can
be created with Rust. In this chapter, we also discuss the benefits of using Rust for creating
microservices.

Chapter 2, Developing a Microservice with Hyper Crate, describes how to create microservices
with the hyper crate, thereby allowing us to create a compact asynchronous web server
with precise control over incoming requests (method, path, query parameters, and so on).

Chapter 3, Logging and Configuring Microservices, includes information about configuring a
microservice using command-line arguments, environment variables, and configuration
files. You will also see how to add logging to your projects, since this is the most important
feature for the maintenance of microservices in production.

Chapter 4, Data Serialization and Deserialization with Serde Crate, explains how, in addition to
customary HTTP requests, your microservice has to support formal requests and responses
in a specific format, such as JSON, and CBOR, which is important for API implementation
and in terms of organizing the mutual interaction of microservices.

Chapter 5, Understanding Asynchronous Operations with Futures Crate, delves into the deeper
asynchronous concepts of Rust and how to use asynchronous primitives for writing
combinators to process a request and prepare a response for a client. Without a clear
understanding of these concepts, you cannot write effective microservices to utilize all
available resources of a server, and to avoid the blocking of threads that execute
asynchronous activities and require special treatment with execution runtime.

Chapter 6, Reactive Microservices — Increasing Capacity and Performance, introduces you to a
reactive microservice that won't respond immediately to incoming requests, and that takes
time to process a request and response when it's done. You will become familiar with
remote procedure calls in Rust and how to use the language so that microservices can call
one another.

Chapter 7, Reliable Integration with Databases, shows you how to interact with databases
using Rust. You will get to know crates that provide interaction with databases, including
MySQL, PostgreSQL, Redis, MongoDB, and DynamoDB.

[2]
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Chapter 8, Interaction to Database with Object-Relational Mapping, explains how, in order to
interact with SQL databases effectively and map database records to native Rust structs,
you can use object-relational mapping (ORM). This chapter demonstrates how to use
diesel crates which require nightly compiler version and whose capabilities are used for
generating bindings with tables.

Chapter 9, Simple REST Definition and Request Routing with Frameworks, explains how, in
certain cases, you don't need to write stringent asynchronous code, and that it is sufficient
to use frameworks that simplify microservice writing. In this chapter, you will become
acquainted with four such frameworks—rouille, nickel, rocket, and gotham.

Chapter 10, Background Tasks and Thread Pools in Microservices, discusses multithreading in
microservices and how to use pools of threads to perform tasks on a background, given that
not every task can be performed asynchronously and requires a high CPU load.

Chapter 11, Involving Concurrency with Actors and Actix Crate, introduces you to the Actix
framework, which uses the actor's model to provide you with abstractions that are easily
compatible with Rust. This includes the balance of performance, the readability of the code,
and task separation.

Chapter 12, Scalable Microservices Architecture, delves into an explanation of how to design
loose-coupling microservices that don't need to know about sibling microservices, and that
use message queues and brokers to interact with one another. We will write an example of
how to interact with other microservices using RabbitMQ.

Chapter 13, Testing and Debugging Rust Microservices, explains how testing and debugging
is a key component in terms of preparing for the release of microservices. You will learn
how to test microservices from unit tests to cover a full application with integration tests.
Afterward, we will then discuss how to debug an application using debuggers and logging
capabilities. Also, we will create an example that uses distributed tracing based on the
OpenTrace API — a modern tool for tracking the activities of complex applications.

Chapter 14, Optimization of Microservices, describes how to optimize a microservice and
extract the maximum performance possible.

Chapter 15, Packing Servers to Containers, explains how, when a microservice is ready for
release, there should be a focus on packing microservices to containers, because at least
some microservices require additional data and environments to work, or even just to gain
the advantage of fast delivery containers over bare binaries.

Chapter 16, DevOps of Rust Microservices - Continuous Integration and Delivery, continues
with the theme of learning how to build microservices and explains how to use continuous
integration to automate building and delivery processes for your product.

[3]
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Chapter 17, Bounded Microservices with AWS Lambda, introduces you to serverless
architecture, an alternative approach to writing services. You will become acquainted with
AWS Lambda and you can use Rust to write fast functions that work as a part of serverless
applications. Also, we will use the Serverless Framework to build and deploy the example
application to the AWS infrastructure in a fully automated manner.

To get the most out of this book

You will require at least version 1.31 of Rust. Install it using the rustup tool: https://
rustup.rs/. To compile examples from some chapters, you will need to install a nightly
version of the compiler. You will also need to install Docker with Docker Compose to run
containers with databases and message brokers to simplify the testing of example
microservices from this book.

Download the example code files

You can download the example code files for this book from your account at
www . packt . com. If you purchased this book elsewhere, you can visit
www.packt .com/support and register to have the files emailed directly to you.

You can download the code files by following these steps:

Log in or register at www.packt .com.
Select the SUPPORT tab.
Click on Code Downloads & Errata.

Enter the name of the book in the Search box and follow the onscreen
instructions.

Ll e

Once the file is downloaded, please make sure that you unzip or extract the folder using the
latest version of:

e WIinRAR/7-Zip for Windows
e Zipeg/iZip/UnRarX for Mac
e 7-Zip/PeaZip for Linux

The code bundle for the book is also hosted on GitHub at https://github.com/
PacktPublishing/Hands-On-Microservices-with-Rust. In case there's an update to the
code, it will be updated on the existing GitHub repository.

[4]
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We also have other code bundles from our rich catalog of books and videos available
at https://github.com/PacktPublishing/. Check them out!

Download the color images

We also provide a PDF file that has color images of the screenshots/diagrams used in this
book. You can download it here: https://www.packtpub.com/sites/default/files/
downloads/9781789342758_ColorImages.pdf.

Conventions used

There are a number of text conventions used throughout this book.

CodeInText: Indicates code words in text, database table names, folder names, filenames,
file extensions, pathnames, dummy URLSs, user input, and Twitter handles. Here is an
example: "Mount the downloaded WebStorm-10* . dmg disk image file as another disk in
your system."

A block of code is set as follows:

let conn = Connection::connect ("postgres://postgres@localhost:5432",
TlsMode: :None) .unwrap () ;

When we wish to draw your attention to a particular part of a code block, the relevant lines
or items are set in bold:

#[derive (Deserialize, Debug) ]
struct User {

name: String,

email: String,

}

Any command-line input or output is written as follows:

cargo run ——- add user-1 user-1lQ@example.com
cargo run —-- add user-2 user-2@example.com
cargo run —— add user-3 user-3(@example.com

Bold: Indicates a new term, an important word, or words that you see on screen. For
example, words in menus or dialog boxes appear in the text like this. Here is an example:
"Select System info from the Administration panel."

[5]
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Warnings or important notes appear like this.

Tips and tricks appear like this.

Get in touch

Feedback from our readers is always welcome.

General feedback: If you have questions about any aspect of this book, mention the book
title in the subject of your message and email us at customercare@packtpub.com.

Errata: Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you have found a mistake in this book, we would be grateful if you would
report this to us. Please visit www.packt .com/submit-errata, selecting your book, clicking
on the Errata Submission Form link, and entering the details.

Piracy: If you come across any illegal copies of our works in any form on the internet, we
would be grateful if you would provide us with the location address or website name.
Please contact us at copyright@packt .com with a link to the material.
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Introduction to Microservices

This chapter will introduce you to the basics of microservices, including what a
microservice is and how to break a monolithic server down into microservices. It will be
useful if you are not familiar with the concept of microservices or if you have never
implemented them using the Rust programming language.

The following topics will be covered in this chapter:

e What are microservices?
e How to transform a traditional server architecture into microservices
e The importance of Rust in microservices development

Technical requirements

This chapter hasn't got any special technical requirements, but now is a good time to install
or update your Rust compiler. You can get this from Rust's official website: https://www.
rust-lang.org/ . I recommend that you use the rustup tool, which you can download
from https://rustup.rs/

If you have previously installed the compiler, you need to update it to the latest version
using the following command:

rustup update

You can get the examples for this book from the GitHub page: https://github.com/
PacktPublishing/Hands-On-Microservices—-with—-Rust-2018/.
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What are microservices?

Modern users interact with microservices every day; not directly, but by using web
applications. Microservices are a flexible software development technique that help to
implement applications as a collection of independent services with weak relations.

In this section, we'll learn about why microservices are a good thing and why we need
them. Microservices follow the REST architecture, which provides rules about using
consistent HTTP methods. We will also look at how microservices can be deployed to the
user, which is one of their main advantages.

Why we need microservices

Microservices are a modern software development approach that refers to the splitting of
software into a suite of small services that are easier to develop, debug, deploy, and
maintain. Microservices are tiny, independent servers that act as single business functions.
For example, if you have an e-commerce suite that works as a monolith, you could split it
into small servers that have limited responsibility and carry out the same tasks. One
microservice could handle user authorization, the other could handle the users' shopping
carts, and the remaining services could handle features such as search functionality, social-
media integration, or recommendations.

Microservices can either interact with a database or be connected to other microservices. To
interact with a database, microservices can use different protocols. These might

include HTTP or REST, Thrift, ZMQ, AMQP for the messaging communication style,
WebSockets for streaming data, and even the old-fashioned Simple Object Access Protocol
(SOAP) to integrate them with the existing infrastructure. We will use HTTP and REST in
this book, because this is the most flexible way to provide and interact with the web API.
We'll explain this choice later.

Microservices have the following advantages over monolithic servers:

¢ You can use different programming languages

The code base of a single server is smaller

They have an independent DevOps process to build and deploy activities

They can be scaled depending on their implementation

If one microservice fails, the rest will continue to work

They work well within containers

Increased isolation between elements leads to better security

They are suitable for projects involving the Internet of Things
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¢ They are in line with the DevOps philosophy
¢ They can be outsourced

¢ They can be orchestrated after development
e They are reusable

There are, however, a few drawbacks of microservices. These include the following:

e Too many microservices overload the development process
¢ You have to design interaction protocols
e They can be expensive for small teams

A microservices architecture is a modern approach that can help you achieve the goal of
having loosely coupling elements. This is where the servers are independent from one
another, helping you to release and scale your application faster than a monolithic
approach, in which you put all your eggs in one basket.

How to deploy a microservice

Since a microservice is a small but complete web server, you have to deploy it as a complete
server. But since it has a narrow scope of features, it's also simpler to configure. Containers
can help you pack your binaries into an image of the operating system with the necessary
dependencies to simplify deployment.

This differs from the case with monoliths, in which you have a system administrator who
installs and configures the server. Microservices need a new role to carry out this
function—DevOps. DevOps is not just a job role, but a whole software engineering culture
in which developers become system administrators and vice versa. DevOps engineers are
responsible for packing and delivering the software to the end user or market. Unlike
system administrators, DevOps engineers work with clouds and clusters and often don't
touch any hardware except their own laptop.

DevOps uses a lot of automation and carries the application through various stages of the
delivery process: building, testing, packaging, releasing, or deployment, and the
monitoring of the working system. This helps to reduce the time it takes both to market a
particular software and to release new versions of it. It's impossible to use a lot of
automation for monolithic servers, because they are too complex and fragile. Even if you
want to pack a monolith to a container, you have to deliver it as a large bundle and run the
risk that any part of the application could fail. In this section, we'll have a brief look at
containers and continuous integration. We will go into detail about these topics in Chapter
15, Packing Servers to Containers, and chapter 16, DevOps of Rust Microservices — Continuous
Integration and Delivery.
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Docker

When we refer to containers, we almost always mean Docker containers (https://www.
docker.com/). Docker is the most popular software tool for running programs in
containers, which are isolated environments.

Containerization is a kind of virtualization where the scope of the application's resources is
limited. This means the application works at its maximum performance level. This is
different from full virtualization, where you have to run the full operating system with the
corresponding overhead and run your application inside that isolated operating system.

Docker has become popular for a variety of reasons. One of these reasons is that it has a
registry—the place where you can upload and download images of containers with
applications. The public registry is Docker Hub (https://hub.docker.com/explore/), but
you can have a private registry for a private or permissioned software.

Continuous Integration

Continuous Integration (CI) is the practice of keeping a master copy of the software and
using tests and merging processes to expand the features of the application. The process of
Cl is integrated with the Source Code Management (SCM) process. When the source code
is updated (for example, in Git), the CI tool checks it and starts the tests. If all tests pass,
developers can merge the changes to the master branch.

CI doesn't guarantee that the application will work, because tests can be wrong, but it
removes the need to run tests from developers on an automated system. This gives you the
great benefit of being able to test all your upcoming changes together to detect conflicts
between changes. Another advantage is that the CI system can pack your solution in a
container, so the only thing that you have to do is deliver the container to a production
cloud. The deployment of containers is also simple to automate.
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How to split a traditional server into multiple
microservices

Around 10 years ago, developers used to use the Apache web server with a scripting
programming language to create web applications, rendering the views on the server-side.
This meant that there was no need to split applications into pieces and it was simpler to
keep the code together. With the emergence of Single-Page Applications (SPAs), we only
needed server-side rendering for special cases and applications were divided into two
parts: frontend and backend. Another tendency was that servers changed processing
method from synchronous (where every client interaction lives in a separate thread) to
asynchronous (where one thread processes many clients simultaneously using non-
blocking, input-output operations). This trend promotes the better performance of single
server units, meaning they can serve thousands of clients. This means that we don't need
special hardware, proprietary software, or a special toolchain or compiler to write a tiny
server with great performance.

The invasion of microservices happened when scripting programming languages become
popular. By this, we are not only referring to languages for server-side scripting, but
general-purpose high-level programming languages such as Python or Ruby. The adoption
of JavaScript for backend needs, which had previously always been asynchronous, was
particularly influential.

If writing your own server wasn't hard enough, you could create a separate server for
special cases and use them directly from the frontend application. This would not require
rendering procedures on the server. This section has provided a short description of the
evolution from monolithic servers to microservices. We are now going to examine how to
break a monolithic server into small pieces.

Reasons to avoid monoliths

If you already have a single server that includes all backend features, you have a monolithic
service, even if you start two or more instances of this service. A monolithic service has a
few disadvantages—it is impossible to scale vertically, it is impossible to update and
deploy one feature without interrupting all the running instances, and if the server fails, it
affects all features. Let's discuss these disadvantages a little further. This might help you to
convince your manager to break your service down into microservices.
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Impossible to scale vertically

There are two common approaches to scaling an application:

e Horizontally: Where you start a new instance of application

¢ Vertically: Where you improve an independent application layer that has a
bottleneck

The simplest way to scale a backend is to start another instance of the server. This will solve
the issue, but in many cases it is a waste of hardware resources. For example, imagine you
have a bottleneck in an application that collects or logs statistics. This might only use 15%
of your CPU, because logging might include multiple IO operations but no intensive CPU
operations. However, to scale this auxiliary function, you will have to pay for the whole
instance.

Impossible to update and deploy only one feature

If your backend works as a monolith, you can't update only a small part of it. Every time
you add or change a feature, you have to stop, update, and start the service again, which
causes interruptions.

When you have a microservice and you have find a bug, you can stop and update only this
microservice without affecting the others. As I mentioned before, it can also be useful to
split a product into separate development teams.

The failure of one server affects all features

Another reason to avoid monoliths is that every server crash also crashes all of the features,
which causes the application to stop working completely, even though not every feature is
needed for it to work. If your application can't load new user interface themes, the error is
not critical, as long as you don't work in the fashion or design industry, and your
application should still be able to provide the vital functions to users. If you split your
monolith into independent microservices, you will reduce the impact of crashes.
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Breaking a monolithic service into pieces

Let's look an example of an e-commerce monolith server that provides the following
features:

User registration
Product catalog
Shopping cart
Payment integration
E-mail notifications
Statistics collecting

Old-fashioned servers developed years ago would include all of these features together.
Even if you split it into separate application modules, they would still work on the same
server. You can see an example structure of a monolithic service here:

monolith server

User registration Product catalog

Shopping cart Payment integration
E-mail notifications Statistics collecting
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In reality, the real server contains more modules than this, but we have separated them into
logical groups based on the tasks they perform. This is a good starting point to breaking
your monolith into multiple, loosely coupled microservices. In this example, we can break
it further into the pieces represented in the following diagram:

Statistics collecting

balancer User registration E-mail notifications

Shopping cart Payment integration

Product catalog

As you can see, we use a balancer to route requests to microservices. You can actually
connect to microservices directly from the frontend application.

Shown in the preceding diagram is the potential communication that occurs between
services. For simple cases, you can use direct connections. If the interaction is more
complex, you can use message queues. However, you should avoid using a shared state
such as a central database and interacting through records, because this can cause a
bottleneck for the whole application. We will discuss how to scale microservices in Chapter
12, Scalable Microservices Architecture. For now, we will explore REST API, which will be
partially implemented in a few examples throughout this book. We will also discuss why
Rust is a great choice for implementing microservices.

Definition of a REST API

Let's define the APIs that we will use in our microservice infrastructure using the REST
methodology. In this example, our microservices will have minimal APIs for demonstration
purposes; real microservices might not be quite so "micro". Let's explore the REST
specifications of the microservices of our application. We will start by looking at a
microservice for user registration and go through every part of the application.
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User registration microservice

The first service is responsible for the registration of users. It has to contain methods to add,
update, or delete users. We can cover all needs with the standard REST approach. We will
use a combination of methods and paths to provide this user registration functionality:

e POST request to /user/ creates a new user and returns its id
e GET request to /user/id returns information related to a user with id

PUT request to /user/id applies changes to a user with id

DELETE request to /user/id removes a user with id

This service can use the E-mail notifications microservice and call its methods to notify the
user about registration.

E-mail notifications microservice
The E-mail notifications microservice can be extremely simple and contains only a single
method:

e The POST request to /send_email/ sends an email to any address

This server can also count the sent emails to prevent spam or check that the email exists in
the user's database by requesting it from the User registration microservice. This is done to
prevent malicious use.

Product catalog microservice

The Product catalog microservice tracks the available products and needs only weak
relations with other microservices, except for the Shopping cart. This microservice can
contain the following methods:

® POST request to /product/ creates a new product and returns its id
® GET request to /product/id returns information about the product with id
e PUT request to /product/id updates information about the product with id

DELETE request to /product/id marks the product with id as deleted

e GET request to /products/ returns a list of all products (can be paginated by
extra parameters)
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Shopping cart microservice

The Shopping cart microservice is closely integrated with the User registration and
Product catalog microservices. It holds pending purchases and prepares invoices. It
contains the following methods:

® POST request to /user/uid/cart/, which puts a product in the cart and returns
the id of item in the user's cart with the uid

® GET request to /user/uid/cart/id, which returns information about the item
with id

e PUT request to /user/uid/cart/id, which updates information about the item
with id (alters the quantity of items)

® GET request to /user/uid/cart/, which returns a list of all the items in the cart

As you can see, we don't add an extra "s" to the /cart/ URL and we use the same path for
creating items and to get a list, because the first handler reacts to the POST method, the
second processes requests with the GET method, and so on. We also use the user's ID in the
path. We can implement the nested REST functions in two ways:

¢ Use session information to get the user's id. In this case, the paths contain a
single object, such as /cart/id . We can keep the user's id in session cookies,
but this is not reliable.

e We can add the id of a user to a path explicitly.

Payment Integration microservice
In our example, this microservice will be a third-party service, which contains the following
methods:

e POST request to /invoices creates a new invoice and returns its id

® POST request to /invoices/id/pay pays for the invoice

Statistics collecting microservice

This service collects usage statistics and logs a user's actions to later improve the
application. This service exports API calls to collect the data and contains some internal
APIs to read the data:

e POST request to /log logs a user's actions (the id of a user is set in the body of
the request)
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® GET request to /log?from=2?&to=2? works only from the internal network and
returns the collected data for the period specified

This microservice doesn't conform clearly to the REST principles. It's useful for
microservices that provide a full set of methods to add, modify, and remove the data, but
for other services, it is excessively restrictive. You don't have follow a clear REST structure
for all of your services, but it may be useful for some tools that expect it.

Transformation to microservices

If you already have a working application, you might transform it into a set of
microservices, but you have to keep the application running at the highest rate and prevent
any interruptions.

To do this, you can create microservices step by step, starting from the least important task.
In our example, it's better to start from email activities and logging. This practice helps you
to create a DevOps process from scratch and join it with the maintenance process of your

app.

Reusing existing microservices

If your application is a monolith server, you don't need to turn all modules into
microservices, because you can use existing third-party services and shrink the bulk of the
code that needs rewriting. These services can help with many things, including storage,
payments, logging, and transactional notifications that tell you whether an event has been
delivered or not.

I recommend that you create and maintain services that determine your competitive
advantage yourself and then use third-party services for other tasks. This can significantly
shrink your expenses and the time to market.

In any case, remember the product that you are delivering and don't waste time on
unnecessary units of your application. The microservices approach helps you to achieve
this simply, unlike the tiresome coding of monoliths, which requires you to deal with
numerous secondary tasks. Hopefully, you are now fully aware of the reasons why
microservices can be useful. In the next section, we will look at why Rust is a promising
tool for creating microservices.
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Why Rust is a great tool for creating
microservices

If you have chosen to read this book, you probably already know that Rust is an up-to-date,
powerful, and reliable language. However, choosing it to implement microservices is not an
obvious decision, because Rust is a system programming language that is often assigned to
low-level software such as drivers or OS kernels. This is because you tend to have to write a
lot of glue code or get into detailed algorithms with low-level concepts, such as pointers in
system programming languages. This is not the case with Rust. As a Rust programmer,
you've surely already seen how it can be used to create high-level abstractions with flexible
language capabilities. In this section, we'll discuss the strengths of Rust: its strict and
explicit nature, its high performance, and its great package system.

Explicit versus implicit

Up until recently, there hasn't been a well-established approach to using Rust for writing
asynchronous network applications. Previously, developers tended to use two styles: either
explicit control structures to handle asynchronous operations or implicit context switching.
The explicit nature of Rust meant that the first approach outgrew the second. Implicit
context switching is used in concurrent programming languages such as Go, but this model
does not suit Rust for a variety of reasons. First of all, it has design limitations and it's hard
or even impossible to share implicit contexts between threads. This is because the

standard Rust library uses thread-local data for some functions and the program can't
change the thread environment safely. Another reason is that an approach with context
switching has overheads and therefore doesn't follow the zero-cost abstractions philosophy
because you would have a background runtime. Some modern libraries such as actix
provide a high-level approach similar to automatic context switching, but actually use
explicit control structures for handling asynchronous operations.

Network programming in Rust has evolved over time. When Rust was released, developers
could only use the standard library. This method was particularly verbose and not suitable
for writing high-performance servers. This was because the standard library didn't contain
any good asynchronous abstractions. Also, event hyper, a good crate for creating HTTP
servers and clients, processed requests in separate threads and could therefore only have a
certain number of simultaneous connections.

The mio crate was introduced to provide a clear asynchronous approach to make high-
performance servers. It contained functions to interact with asynchronous features of the
operating system, such as epoll or kqueue, but it was still verbose, which made it hard to
write modular applications.
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The next abstraction layer over mio was a futures and tokio pair of crates. The futures
crate contained abstractions for implementing delayed operations (like the defers concept
in Twisted, if you're familiar with Python). It also contained types for assembling stream
processors, which are reactive and work like a finite state machine.

Using the futures crate was a powerful way to implement high-performance and high-
accuracy network software. However, it was a middleware crate, which made it hard to
solve everyday tasks. It was a good base for rewriting crates such as hyper, because these
can use explicit asynchronous abstractions with full control.

The highest level of abstraction today are crates that use futures, tokio, and hyper
crates, such as rocket or actix-web. Now, rocket includes high-level elements to
construct a web server with the minimal amount of lines. act ix-web works as a set of
actors when your software is broken down into small entities that interact with one
another. There are many other useful crates, but we will start with hyper as a basis for
developing web servers from scratch. Using this crate, we will be between low-level crates,
such as futures, and high-level crates, such as rocket. This will allow us to understand
both in detail.

Minimal amount of runtime errors

There are many languages suitable for creating microservices, but not every language has a
reliable design to keep you from making mistakes. Most interpreted dynamic languages let
you write flexible code that decides on the fly which field of the object to get and which
function to call. You can often even override the rules of function calling by adding meta-
information to objects. This is vital in meta-programming or in cases where your data
drives the behavior of the runtime.

The dynamic approach, however, has significant drawbacks for the software, which
requires reliability rather than flexibility. This is because any inaccuracy in the code causes
the application to crash. The first time you try to use Rust, you may feel that it lacks
flexibility. This is not true, however; the difference is in the approach you use to achieve
flexibility. With Rust, all your rules must be strict. If you create enough abstractions to
cover all of the cases your application might face, you will get the flexibility you want.
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Rust rookies who come from the JavaScript or the Python world might notice that they
have to declare every case of serialization/deserialization of data, whereas with dynamic
languages, you can simply unpack any input data to the free-form object and explore the
content later. You actually have to check all cases of inconsistency during runtime and try
and work out what consequences could be caused if you change one field and remove
another. With Rust, the compiler checks everything, including the type, the existence, and
the corresponding format. The most important thing here is the type, because you can't
compile a program that uses incompatible types. With other languages, this sometimes
leads to strange compilation errors such as a case where you have two types for the same
crate but the types are incompatible because they were declared in different versions of the
same crate. Only Rust protects you from shooting yourself in the foot in this way. In fact,
different versions can have different rules of serialization/deserialization for a type, even if
both declarations have the same data layout.

Great performance

Rust is a system programming language. This means your code is compiled into native
binary instructions for the processor and runs without unwanted overhead, unlike
interpreters such as JavaScript or Python.

Rust also doesn't use a garbage collector and you can control all allocations of memory and
the size of buffers to prevent overflow.

Another reason why Rust is so fast for microservices is that it has zero-cost abstractions,
which means that most abstractions in the language weigh nothing. They turn into effective
code during compilation without any runtime overhead. For network programming, this
means that your code will be effective after compilation, that is, once you have added
meaningful constructions in the source code.

Minimal dependencies burden

Rust programs are compiled into a single binary without unwanted dependencies. It needs
libc or another dynamic library if you want to use OpenSSL or similar irreplaceable
dependencies, but all Rust crates are compiled statically into your code.

You may think that the compiled binaries are quite large to be used as microservices. The
word microservice, however, refers to the narrow logic scope, rather than the size. Even so,
statically linked programs remain tiny for modern computers.
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What benefits does this give you? You will avoid having to worry about dependencies.
Each Rust microservice uses its own set of dependencies compiled into a single binary. You
can even keep microservices with obsolete features and dependencies besides new
microservices. In addition, Rust, in contrast with the Go programming language, has strict
rules for dependencies. This means that the project resists breaking, even if someone forces
an update of the repository with the dependency you need.

How does Rust compare to Java? Java has microframeworks for building microservices, but
you have to carry all dependencies with them. You can put these in a fat Java ARchive
(JAR), which is a kind of compiled code distribution in Java, but you still need Java Virtual
Machine (JVM). Don't forget, too, that Java will load every dependency with a class loader.
Also, Java bytecode is interpreted and it takes quite a while for the Just-In-Time (JIT)
compilation to finish to accelerate the code. With Rust, bootstrapping dependencies don't
take a long time because they are attached to the code during compilation and your code
will work with the highest speed from the start since it was already compiled into native
code.

Summary

In this chapter, we have mastered the basics of microservices. Simply put, a microservice is
a compact web server that handles specific tasks. For example, microservices can be
responsible for user authentication or for email notifications. They make running units
reusable. This means you don't need to recompile or restart units if they don't require any
updates. This approach is simpler and more reliable in deployment and maintenance.

We have also discussed how to split a monolithic web server that contains all of its business
logic in a single unit into smaller pieces and join them together through communication, in
line with the ideology of loose coupling. To split a monolithic server, you should separate it
into domains that are classified by what tasks the servers carry out.

In the last section of this chapter, we've looked at why Rust is a good choice for developing
microservices. We touched on dependencies management, the performance of Rust, its
explicit nature, and its toolchain. It's now time to dive deep into coding and write a
minimal microservice with Rust.

In the next chapter we will start to writing microservices with Rust using hyper crate that
provides all necessary features to write compact asynchronous HITP server.
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Further reading

You have learned about the basics of microservices in this chapter, which will serve as a
point for you to start writing microservices on Rust throughout this book. If you want to
learn more about topics discussed in this chapter, please consult the following list:

e Microservices - a definition of this new architectural term, 2014, Martin Fowler,
available at https://martinfowler.com/articles/microservices.html. This
article introduces the concept of microservices.

e mio, available at https://github.com/carllerche/mio. This is a crate that is
widely used by other crates for asynchronous operations in Rust. We won't use it
directly, but it is useful to know how it works.

e Network Programming with Rust, 2018, Abhishek Chanda, available at https://
www.packtpub.com/application-development /network-programming-rust. This
book explains more about network addresses, protocols and sockets, and how to
use them all with Rust.
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